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Abstract

Many web applications grow over time to accommodate the new requirements of their users. With every newly added feature, the application becomes more interconnected and harder to scale and maintain. Microservices architecture was created to help developers scale their applications with ease without added complications for modifications or maintenance.

This new architecture suits both ends of the application, the Frontend and the Backend as well. Backend requirements will be handled by small tasks and each task will be performed by a microservice. On the other side, the Frontend will be divided into different parts and each part will be rendered by one micro frontend. As this implies communication between all micro parts, trust plays especially with parts of different parties a central role. The objective of this thesis is to research the workflow, tools and guidelines involved in creating a web application based on this architecture, while solving trust concerns via embedded content trust. To achieve this, a Blog will be developed out of micro frontends and microservices. The relationship among micro apps will be addressed regarding their content trust. A solution will be created to help the different parts of the application to establish a context-wise trust.

The objective of this master thesis is to find an approach or a combination of approaches to solve the previously mentioned problem in the context Microservices and Content Trust. This particularly includes the state of the art regarding microservices and trust in computer science with reference to Content Trust. The demonstration of feasibility with an implementation prototype of the concept is part of this thesis as well as a suitable evaluation with exemplary use case
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# Introduction

Traditional web applications are a software that comprises several parts and all these parts come together to form the final product. However, at the end this product will look as if it is made of one large unit. This unit is composed of few different layers on top of each other but each layer is tightly coupled with the other layers [46]. This architecture, which is sometimes called three-layered architecture contains presentation, business and data as its three layers.

The word “monolithic” is used in some of the literature to describe a three-layered architecture [2] [3] [34]. In this thesis, both words, monolithic and three-layered will be used interchangeably to refer to a traditional web application that’s composed, mainly, of User interface, Logic layer, and a data access layer.

Once the application is ready to be deployed, developers will have to approach it as if it is, essentially, composed of two parts that cannot be divided into smaller units. Such division can be very useful when there is a failure and the application is not running as it is supposed to. In this case, developers could isolate the malfunctioned parts. Hence the system will keep providing some of its services to the clients while also being maintained. Moreover, such possibility of parts isolation gives developers more flexibility and features when trying to find solutions for the problems.

Furthermore, updating a three-layered-based application and adding new features to it becomes harder the bigger the application is [34]. Application parts will be more interconnected and making changes to one part could result in the needs to make changes to other parts. Hence developers might have to modify many parts of the system to allow for the new updates to take place.

Microservices architecture tries to overcome the challenges that are imposed when the application is created as a three-layered application. The idea of microservices is to have the system composed of many independent small parts that work together to form the final web application. This concept can also be projected into the frontend part of the application resulting in the micro frontends architecture. In essence, the frontend will be a combination of many small independent micro frontend apps.

## Current Situation

Microservices is still a new concept, although some companies have already migrated to the microservices architecture such as Amazon and Netflix [2]. There are companies facing many issues that could be solved by this new architecture. Yet those companies are hesitant in moving forward and migrating their application to the microservices architecture.

The idea of refactoring an existing application into a new one built using another architecture is not easy and brings with it many challenges [1]. Some of those challenges are still waiting to be addressed.

There are still many questions that need to be asked when it comes to the microservices architecture. As an example, when considering the functional requirements of the application, developers need to think about how their application can be divided into smaller parts. It should also be considered whether following certain standards can be helpful in making the final product better. There are also other questions regarding the nature of the microservice architecture itself, such as the size of each microservice. Moreover, the communications between microservices are another challenge that deserves thoughtful consideration.

On the other hand, there are also concerns related to the frontend of the application. In principle, the frontend is what the user sees and interacts with. It could be an issue that the frontend may also become complex and will subsequently need to be divided into micro frontends. The concept of microservices can further be projected into the other side of the web application. Microservices concept is not just concerned with the backend of the system - it can be also applied to the frontend as well. When microservices concept is applied to the frontend it is called micro frontends [3].

Developers should find ways to help micro frontends exchange data between each other without violating the isolation and independence of each micro frontend. It is essential that each micro frontend should be able to interact with other micro frontends while keeping the application loosely-coupled.

Furthermore, a mechanism should be in place to help microservices trust each other. In this case, trust does not just mean believing each microservice to be what it claims to be. It requires having a system that helps microservices to trust the behaviour of each other.

There is still no standard definition of microservice architecture and there is no clear guidelines for how an application based on microservices should be built [32]. Over the last few years some characteristics for a microservices-based application have been developed and some general basic outlines are now commonly used [1-2,31-34].

* Many small units: A microservices-based application should consist of more than one component. Unlike three-layered applications, a system built using microservices architecture should be composed of multiple components and, each component should be self-contained. This way the application can be changed, updated and modified whenever is needed. In this case, each change will be applied to only the concerned component itself and not the entire application.
* Simple Routing: Components in a microservice-based application will have a simple workflow. They will take an input, process it and then forwards the result.
* Decentralization vs centralization: An application based on microservice architecture is built out of many different components and each has its role. Sometimes there is a central body that manages the interactions between the services. While in other cases, there is no central unit moderating the communications between microservices.
* Different technology stack: The development cycle of a microservices-based application involves having different teams working on different microservices. Each team can then choose development technologies and tools that are most suitable for their own microservice. With micro frontends, the frontend of the application is composed of many different small self-contained applications. That is, instead of having the frontend as one unit written in one framework such as Angular or React JS. The frontend can be written and developed as a sum of smaller frontends. And then each micro frontend can be written in a different framework depending on its needs.

## Motivation

The current architecture that is used heavily in building web applications is composed of layers built on top of each other. Each layer is responsible for a part of the application [34]. As mentioned in the first section of this chapter, it usually consists of three layers on top of each other [2] [46]. Moreover, some applications could end up having their logic layers divided further into more layers.

Although a three-layered web application is divided into layers, the application is still very tightly coupled [16]. There are many dependencies between the layers. As a consequence, the system, of course, will be hard to maintain and update [34]. Each problem in the Backend could cause failure of the system, where no information could be processed or stored in the database. On the other hand, each problem in the User Interface could cascade to prevent data from flowing to the backend.

In some cases, fixing the issues could cause developers to make some modification. This leads to the problems of updating the system. Where Updating a traditional layered application is another big problem faces developers and business owners [34]. When needing new features or updates to fix the newly discovered issues, developers could find themselves facing two situations – either not being able to achieve the wanted updates and fixes as much as they’re supposed to, or on the other hand, having to perform huge system modifications and changes to accommodate the new desired features and changes.

These situations happen frequently and usually cost money, time and a lot of efforts. Microservices architecture is developed to make applications more flexible. With microservice-based application, the system is now more accepting of changes. Developers do not need to make great modification for the system to adapt a new feature. When a system failure happens or when a problem is discovered, developers have the ability to isolate the problem and fix it quickly.

Putting all the small parts together is not an easy task. Developers should think of the best way to have microservices interact with each other. Not just in the sense of sending and receiving information but microservices should also be able to exchange sensitive data. A mechanism of trust between microservices could help make the interaction more secure.

Such trust is very important, especially, when there is a need to use third-party microservices. In this case microservices might end up exchanging sensitive data such as user logins and passwords or maybe even bank details. In such a scenario microservices should not start exchanging this type of data without verifying and knowing more details about the microservices on the receiving end. This is where an implementation of content trust could mean a more secure system. It can ensure that exchanging data between microservices only happens after each microservice trusts the other one. Once it is known that no microservices have any harmful code, or bad intentions then data exchange should take place smoothly between microservices.

## Problem

Since microservices architecture is in its early days, it means that there are not many resources available. Moreover, not enough research has been done yet to help developers find answers for their problems [32]. When dealing with microservices architecture, there are two types of scenarios that could arise:

One possibility is that the Web application already exists based on the three-layered architecture, but there is a need to migrate it into microservices architecture. This thesis does not try to find answers or better solutions for migrating from a traditional web application into a microservice-based application.

Another case could be that developers want to develop the required system from the beginning based on the microservices architecture. One reason for this could be that the application is expected to grow. With microservices architecture, it is easier to scale the system as much as needed compared to three-layered architecture [34]. Another reason could be that the application has a complex nature and requires different technology stacks for its various parts. Such complex applications are not very common but they are mostly developed to provide solutions to big firms such as Amazon or Netflix [2]. Hence building such solutions using microservices architecture will help developers to use different tools and technologies for different parts as needed. This situation also applies for the frontend. In this case, the frontend could be complex and many special requirements are needed, thus developers can divide it into smaller apps. With each app they can use different tools, frameworks and languages instead of having to use one toolset or one framework for developing the whole frontend.

Microservices architecture is basically one variant of Service Oriented Architecture (SOA) [32], but operations conditions are not quite the same as with traditional SOA [39]. With microservices architecture there are many small independent parts operating. Each part is providing or performing one small task. Sometimes microservices need to exchange data with each other and of course with the frontend as well.

Developers have to decide what kind of communication methods and protocols should be used among microservices. Representational State Transfer (REST) is one architecture that helps developers when creating web services. Another option is Simple Object Access Protocol (SOAP) which is a protocol for exchanging messages in a web services environment.

On the other hand, when developers decide to use micro frontends to render the frontend of the application, they should also consider how data is going to transfer between the different micro frontends and how communication between the many frontends and the microservices will occur.

In essence, micro frontends are autonomous independents parts [1]. These parts are not divided according to how they are going to render on the screen. They are divided according to their functionality or even the business they support. For example, in an online store, the distribution of micro frontends could be as follows: One micro frontend for displaying the products, another for the product details and a third micro frontend for adding items to the cart. There could also be a fourth for the check out and payment process. Other micro frontend can be focused on other functionalities of the web site such as handling user data. An example would be, registration and the creation of new accounts. This task can be assigned to a micro frontend. Another micro frontend could also be created to handle security concerns such as when a user forgets his password.

A web application based on microservices could be composed of many microservices. At some point, these microservices may need to exchange sensitive information such as logins or bank details. Hence an implementation for content trust between services can help each service form an evaluation of trust before exchanging data with other microservices.

This situation would be more pressing if microservices were not all developed inside the same company. Such a scenario could arise when small companies want to build their applications using microservices architecture. In this case, when having a small team of available developers, one might consider using ready-made solutions. Developers could use third-party microservices to save time and money. However, doing this could expose the developed solution to more risks. Hence the need to establish a trust mechanism to help microservices evaluate how much each service trust the service on the other end, and if this trust is considered enough for each service to exchange data. Moreover, when adding new microservices to an already running system, both the existing microservices as well as the newly added ones need to be able to have a way to assess how much they trust a service before deciding to exchange data or not. The kind of trust discussed here helps each microservice to form an opinion about microservices that are on the other side of the communication line before making the decision of whether to exchange data or not. After all, malicious or harmful microservices could hide their true intentions by expressing different behaviour while a harmful one is practiced behind the scenes.

There should be a way to help microservices trust each other without the need for a human intervention especially if the application becomes bigger and embraces hundreds of microservices. Developers could start checking the microservices they adapted into their applications. But then shortly find themselves checking microservices that are used by the microservices they used. Hence keep moving backwards in the string of microservices.

## Objective

The focus of this thesis will be on building a system out of microservices and micro frontends while providing a solution for content-trust among microservices.

Building a solution that is ready to be deployed based on microservices and micro frontends architecture is still missing in the literature. Additionally, having a practical example of content trust between applications is also absent. Implementing a content trust mechanism between microservices will fill a gap in the literature and could add to the work done in microservices as well as content trust.

While there are many questions and uncertainties to explore and research, this thesis will not try to find answers for every possible problem resulting from building microservices-based web applications. The workflow will be the building of a Blog based on the microservices architecture and the development will involve using the latest technologies and tools to build the Blog. Solutions for challenges faced will be documented.

On the other hand, this thesis will not try to provide a full workflow and complete guidelines for building microservices-based web applications. Such attempts require years of research and will most likely be a never ending one, since tools, frameworks and technologies are ever changing and so are the ways of developing web applications. Moreover, it will not try to present a technology comparison of the possible ways to develop a solution based on microservices.

This thesis will also address the problems of content trust among microservices. A method will be created to help microservices trust each other context-wise. This trust is not just about verifying each microservice’s identity to the other microservices, but it is also about having a mean or way of evaluating the trust between any two involved microservices.

## Outline

The next chapter of this thesis will be State-of-The-Art. In this part, discussion of requirements for microservices-based application and content trust will be presented. Furthermore, a literature review and analysis of the requirements against the literature review will be provided.

The third chapter will focus on the concept of building microservices and establishing a content trust mechanism. This part of the thesis will try to weight the benefits as well as the negative sides of building applications based on the microservices architecture. It will investigate how a system with many moving parts can work and offer a stable and seamless experience for its users. While at the same time, have a very clear division and separation of functionalities into small autonomous collaborating tasks. A method of content trust among microservices will be discussed and inspired from the content trust of the web. The discussion will also pay attention to the principles of micro frontends and the different methods, server-side as well as client-side, of combining micro frontends will be presented.

Chapter four will focus more on the practical side of the research. This chapter will discuss the development and building of a Blog based on the microservices architecture. The workflow will be presented and mistakes that have been made during the development will be discussed to help make other researchers aware of them. The used tools will be explored and the reasons behind using such tools will be made clear. The developed method of content trust among microservices and micro frontends will be presented. The way in which this method is developed will also be outlined and discussed.

Chapter five will be the evaluation and in this part of the thesis, an evaluation of the development and research will be performed. This chapter will show the negative as well as the positive sides of the research and the implementation. It will also discuss the difference in the productivity when using specific tools or technologies. It will show the similarities and dissimilarities when selecting specific tools over others.

The last chapter is the conclusion and in this chapter a conclusion and a summary of the thesis will be presented.

# State of The Art

This chapter will be composed of three parts:

1. Requirements
2. Literature/State of the Art Review
3. Analysis

The first part will discuss and analyse the requirements for an application based on the microservices architecture. It will also discuss the requirements of content trust between microservices. Hence it will be composed of two sub sections. One for microservices and the other for content trust.

The second part will layout the literature review for microservices and also for content trust. As with the first section, this one will be mainly divided into two sections as well. One for microservices and the other for trust in general and content trust.

Last part of this chapter will be connecting the first two parts together. It will analyse the literature review against the requirements.

## Requirements

This part of the thesis will present requirements analysis for a microservices-based web application that uses a content trust mechanism between its microservices. The discussion will be split into three parts:

1. Requirements of Microservices and micro frontends
2. Requirements of Content trust between microservices
3. Requirements of Developers and Users

Microservices and micro frontends are architecture. Hence they have their own set of rules and requirements when it comes to building an application based on this new architecture.

### Requirements of Microservices and Micro frontends

A system based on microservices architecture consists of different small pieces of code. Each small piece is an application that can be deployed independently. It can also be updated and modified while keeping any modifications for the other small apps as minimum as possible. Such architecture, in theory, makes the system loosely coupled. Thus different system parts and components are easy to change, update, modify or even replace. As long as the interface of the new introduced microservices respects the old interface, or keeps using the same communications protocols, the system will continue to function.

Since micro frontends are basically microservices architecture applied to the frontend part of the application [50]. Some requirements should be respected when developing frontends as a group of small independent micro frontends.

Microservices, as described by Sam Newman in his book “Building Microservices” [1], are basically small independent services, that work together. From this definition, the basic requirements of microservices can be derived.

* Small
* Autonomous
* Has an Interface

Moreover, in [1,5,29] the description continues and more requirements can also be derived

* Replaceable
* Respect Interface
* Reusable

Furthermore, respecting the five mentioned requirements results in the following features as described by [1, 5, 29]:

* Resilience
* Scalable
* Easy to deploy

The following pages will go in details about each one of the requirements. For each one, a discussion of the micro frontends requirements is presented when applicable.

**Small**

The idea of microservices architecture is that the application will be composed of small services. In order to get the most out of microservices, each service should be doing one task. Such focus is tied to the functional requirements of the business. If each microservice handles only one task, developers can increase the chances of developing an application that respects other requirements of microservices, such as autonomous and reusable.

Each microservice is supposed to be small, the size of each service should be scaled down until it cannot be reduced anymore. Such approach will help to magnify the gains but also adds more overhead [1]. Once each service is very small then it can easily be replaced, isolated, updated or deleted while the rest of the system is still running. Moreover, the more services are divided, the more microservices the system will have. As a result, having many small dynamic parts in the system will make it harder to manage and could add extra complexity [1].

The size of each micro frontend is also supposed to be small, where the frontend will be decomposed into small apps and each app will handle a portion of it. For example, one micro frontend for the navigation bar, another for the footer, and more micro frontends will handle the body and other functionalities of the page.

**Autonomous**

Each service should be capable of being deployed independently. This gives applications more flexibility as it helps to make the application more loosely coupled. It is now easier to isolate each microservice and the whole system is more scalable [30].

Furthermore, having independent microservices allow developers to develop each microservice autonomously. Each team has the freedom to choose which toolsets to use for the development of each particular microservice. Such freedom allows developers to choose the most suitable tools based on the requirements of each task.

This also applies to the micro frontends. Each micro frontend should be developed as an independent app. As a result, small teams of developers can be assigned small tasks rather than a large team working on an entire project. This could lead to a faster development cycle for each app, and developers have greater freedom when choosing which tools to use for each task.

**Has an Interface**

Since the application consists of many small independent parts that work together, each part of the system should provide some form of communication channels to other parts in order to be able to work with them and not in isolation. Hence each microservice should provide an Application Programming Interface (API) that enables other microservices to send or receive instructions and exchange data with it [33]. Having an API means that microservices adhere to the principle of encapsulation. Each microservice has the freedom to hide its internal implementation and expose only a channel of communication.

Furthermore, the presence of an API makes the system better aligned with the principles of microservices. Each microservice can be updated or changed without affecting the rest of the system, as long as it respects the same conventions of the original API.

**Replaceable**

When many modifications are required for one or more microservices, sometimes a redesign of the microservices or replacing them with new ones could be a better solution. The overall application must be designed in a way that gives developers the freedom to make changes to microservices. Each microservice must be developed in a way that makes replacing it with a new microservice a possibility anytime there is a need for such change. Furthermore, replacing one microservice with another microservice should be a seamless process where other microservices keep doing their usual routine when interacting with the new microservice.

**Respect Interface**

This requirement results from respecting the requirement of having each microservice as a replaceable entity. Since microservices can only communicate through the API, developers of the system should strive to keep each interface unchanged. After each update to the microservice or even after completely replacing an old microservice with a new one, the rest of the microservices should not be affected by changes concerning other microservices. When developers respect the interface style of older or unmodified microservices, other microservices will not need to change the way they make calls to them. Hence, the application will keep functioning no matter what changes are made to the internals of each microservice.

In case a change of the interface is absolutely necessary, the influence of such change must be kept minimal [30].

**Reusable**

Each microservice should be designed to be as reusable as possible. Since each microservice is designed to handle one task in the application, if the same task is needed in another application then then it should be possible to reuse the microservice that handles this task in the second application [5].

Respecting this requirement leads to saving valuable resources such as time, money and efforts, while keeping the final application more loosely-coupled. Moreover, it could open the door to reusing the same microservices on different platforms. For example, after building a web application using microservices, the same services can be used to help power a mobile application. Since microservices will have an interface thus making it easy to communicate with each service as long as the communication respects the provided interface. Such feature will help developers release more combatable applications on different platform, faster than ever. As a result, designing each microservice with reusability in mind helps in keeping the system more loosely-coupled where such microservices will not be dependent on other parts of the application.

Each micro frontend is an independent small application. Hence, it is possible to reuse micro frontends in different applications. Developers should implement their micro frontend as reusable entities. In some cases, a little modification to the styling is required to make the micro frontend more suitable with its new application.

### Requirements of Content trust

This section will discuss the requirements for a content trust mechanism that will be implemented to help microservices have an evaluation of trust among each other when making calls from one service to another.

Microservices themselves need to have clear rules about how to securely communicate with other microservices especially ones coming from different developers. This communication should allow microservices to make a judgment of whether to trust the other microservices or not.

Content trust has more dynamic nature than other types of trust such as authentication-based trust. While when performing an identity check the outcome could be one of two. Either the identity has been proven, or the identity failed to prove itself. But with content trust several characteristics, measures and aspects should be taken into account to come to a decision of trust or distrust. Those measures are inspired from content trust of web resources [17]. Moreover, this implementation is only concerned with having content trust between services in a microservice-based application.

The measures used to evaluate content trust differ in how hard it is to obtain the required information. Each microservice should be able to assess the following information in order to make this evaluation:

* The identity of a microservice
* Service sensitivity
* Number of interacting services
* Evaluation by other microservices
* Age of the microservice
* Last successful activity
* Deception

Content trust requirements of microservices are a combination of policy-based and reputation-based trust. Microservices have to make a decision whether to trust another microservice based on evaluating several factors. There is a large margin of flexibility, so developers could implement a content trust mechanism based on their specific needs for a certain application.

**The identity of a microservice**

When an application starts using third-party microservices, there should be a requirement to verify their identity. A system must be in place to help microservices verify each other and make sure that each is what it claims to be.

A verification mechanism is implemented as a part of the content trust evaluation. Each microservice must have the opportunity to verify the identity of any microservice which makes calls to it. As this establishes the identity of particular microservices, it plays a role in evaluating trust.

**Service sensitivity**

The services provided by the different microservice will vary in nature. Hence the implementation of content trust should help microservices to know how sensitive the service of each microservice that makes a is. Some services will offer routine task which do not process sensitive information, whilst others will. For example, one service might offer routing to help the user navigate from one page to another, while another would offer a login service to the user. The later service has a higher sensitivity than the other.

Microservices should be able to know how sensitives the service they are interacting with are. This knowledge will help microservices to be more strict in terms of the level of trust they demand when dealing with other microservices that handle important data. On the other hand, this knowledge also helps them to be more tolerant with the level of trust required for services which have not been attributed as highly sensitive.

**Number of interacting services**

Each microservice should be able to know the following information about any microservice:

* The number of requests made to a it by other microservices
* The number of microservices that trusted it enough to exchange data and handle a request successfully.
* The number of microservices that did not trust it enough, and denied its requests.

All this information will help when deciding to trust another microservice or not. Basically, a large number of successful interactions between any microservice and other microservice could play a role in increasing the trust in this microservice. Conversely, when a large number of requests have been denied, the trust of this microservice could be affected negatively.

**Evaluation by other microservices**

When a request is made from one microservice to another, each of them should be able read the evaluation of trust given by other microservices. This evaluation represents how much microservices trusted each one of the two involved microservices in their last interaction.

Such information helps the two involved microservices to evaluate their mutual trust. A good evaluation given to one microservice by other microservices will help in increasing the trust in this specific microservice, at this specific time. while a negative evaluation by other microservices will be detrimental.

**Age of the microservice**

Microservice in the system might have different ages in terms of operation, this difference come from the nature of the architecture of microservices itself. Microservices can be added gradually to the system. Hence some will be added in the early stages while other will be added at a later stage. Moreover, some microservices will be replaced by new microservices. And some new microservices will also be added to fulfill new requirements or fix a newly discovered bug. When making requests from one microservice to another, both microservices should be able to read the age of one another.

The age of microservices can play different roles depending on what the designers want. Some could consider the older a microservice is, the better, assuming the longer a microservice is operating the more trusted it must be by the developers as it did not need to be replaced. On the other hand, some could consider the older a microservice is, the worse. As newer microservice are more up-to-date and could be using better technologies.

**Last successful activity**

Each microservice should be able to show the last time it engaged successfully in a request. This information shows that the concerned microservice is active. A microservice that was not being used for long time raises more suspicious. As a result, such long period of inactivity from accomplishing a task would have a negative effect on the trust evaluation by other microservices.

**Deception**

Each microservice should be able to check if there are any records of deceptions attempts made by a certain microservice. For example, a microservice sending queries instead of the requested data in an attempt to, illegally, fetch data from a database. Such incident, if discovered, should be documented. The involved microservices should be identified.

When a microservice is trying to evaluate its trust of another microservice, it will also check to see if the concerned microservice has any deception record. In case such record exists then the trust would be affected negatively.

### Requirements of Developers and Users

Developers are the person or the group of people who are creating the application. From their point of view when trying to handle content trust between microservices, there can be two cases:

* All microservices are developed in-house
* Some microservices are developed by a third-party

When having all the microservices as an internal product, something developed by the same company, then trust between microservices is not as important. The reason for this is that when developers develop a microservice they can be sure that no hidden features are implemented or any malicious script has been put in place intentionally. However, it should anyway be taken into consideration that they may in future decide to introduce some microservices from a third-party.

When some microservices are developed by a third-party, developers must make sure that microservices of both sides will be able to communicate with each other to evaluate their trust. Developers should be able to adapt any third-party microservices. In such a way that makes it able to provide the requested information. Such information as identity verification, age of operation, the type of service provided, and so on. This information will help microservices to make a decision of whether they should trust a certain microservice or not. Failing to provide this information while having a content trust mechanism could create many problems.

Content trust requirements for end-users of the application are outside the scope of this thesis, since the focus is on content trust between microservices. Hence content trust requirements for the end-users of a web application will not be discussed.

## Literature Review

This section presents a literature review for microservices as well as trust in computer system.

### Microservices and Micro frontends literature review

Micro frontends architecture is a new concept. Not many resources are available about it and there has not been much discussion in the literature so far. Nevertheless, some re-sources online have discussed it. The rest of this section will present definitions and discussions about micro frontends.

Micro frontends are similar to microservices where the difference is that microservices are applied to the backend part of the system while micro frontends are applied to the frontend of the system. Many of the same concept of microservices can be applied to the frontend of an application and that would result in micro frontends. As explained in [42], micro frontends are independent components. It goes on to explain that the system can be split into parts and each part could have its micro frontend, a microservice, and maybe a database. [42].

In [44] it is argued that Instead of writing a single, monolithic application functionality can be divided into small parts. Moreover, [45] agrees with [42] [43] where it mentions that, micro frontends are the concept of microservices applied to the frontend. Furthermore, [45] presents an important feature of micro frontends which is developing each part using the appropriate technology, where developers can use different toolsets for different micro frontends depending on the need of each frontend.

On the other hand, microservices architecture as defined in [30] is a way to develop an application that’s composed of a group of small independent services. Similar definition is given in [33] where it says: “Microservices is an architecture style, in which large complex software applications are composed of one or more services”. Furthermore, microservices are also referred to as small independent services that work together [1]. The definition given in ([5], p. 16) also agrees with the above mentioned definitions, it states: “Microservices are relatively small, autonomous services that work collaboratively together”. The authors of [32] go on explaining that microservices architecture is a product of Service Oriented architecture (SOA). The same is also mentioned in [31]

The size of each microservice is also given a considerable amount of attention when discussing microservices. Each microservice should be as small as possible [1]. While [5] mentions that each microservice must implement only one business requirement. And it’s been argued in [33] that no rules have been given to how small each service should be. Both [5] and [33] agree that each microservice should try to represent one business functionality.

The recommended size for microservices, as well as the technique for measuring their size varies from one system to another. Counting how many lines of code each service is as well as counting the number of days each service takes to be developed is suggested in [1]. It is advised that each microservice should not take more than two weeks to be developed [1]. According to [29] the name “micro” suggests that microservices should be small. Like other researchers, [32] describes applications built with microservices architecture as a composition of small services, while [33] mentions that each microservice should only be concerned with implementing one task.

The literature also discuss how microservices should communicate between each other. Firstly, it is mentioned in the definition of microservices architecture, that microservices collaborate with each other [1] [5]. This implies that microservices should interact with each other by exchanging data. Both [31] and [33] mention that each microservice should implement APIs where microservices can use these APIs to exchange data. It is also stated that microservices only communicate with each other using network calls [1]. Researchers in [30] agree that microservices should have APIs to communicate with each other. However, [29] Does not discuss how microservices can communicate with each other, it only mentions that communication between microservices is distributed.

The characteristics of microservices are also discussed by many writers. Many of them agree that each service should be small as in [1] [5] [29] [31] [32] [33]. Similarly, there is agreement that each microservice should be independent. For example, [30] explains that each microservice should operate in its own process. [1] and [31] both use the word autonomous to describe the independence of each microservice. “Each service is fully autonomous” states ([31], p. 3) while ([1], p. 16) says that “microservices are small, autonomous services”. In ([5], p. 16) it is stated: “Microservices are relatively small, autonomous services”. Also [33] agree that microservices should be independent from each other.

The relationships and the effects each microservice has on other microservices is also discussed. [31] Mentions that when changing the implementation of a microservice other microservices should not be affected. Researchers in [33] Agree that microservices should not affect each other, the term “loosely coupled” ([33], p. 4) is mentioned to describe the nature of the relationship between microservices. The word “isolation” is mentioned in ([1], p. 18) to describe how microservices should not affect each other when changes happen. On the other hand, such isolation could introduce “overhead” ([1], p. 18). The write goes on and describe that microservices should be able to change independently from each other. Researchers in ([5], p. 17) agree with the concept of having microservices independent from each other, they say: “Loose coupling is critical to a microservices-based system”.

Furthermore, [29] suggest that microservices are supposed to be easily-replaced components. The same is suggested in [1] which states microservices should be able to be isolated from the rest of the system or even be completely replaced. Replacement or internal changes should not create complications for the system.

Moreover, the term “bounded context” has been mentioned in ([33], p. 4). It explains that to develop a microservice it is not necessary to know how the other microservices were developed. A similar idea is also mentioned by other researchers. [30] Mentions that microservices can communicate using their API and the way each microservice is implemented should not have an impact on their communication. They go on to explain that this property gives more freedom to developers to use different tools for different microservices. This same concept is explained in [1] where the author states that such freedom in choosing different tools could help developers in choosing the appropriate tool for a particular task.

Many researchers also agree that if one service fails, the system should still be able to operate normally [1] [29] [32]. Moreover, since microservices architecture follows the principle of loose coupling, in case of failure it is possible to isolated and fix the faulty service while the rest of the system is still operating [1] [30].

### Microservices vs monolithic architecture

This section will give a comparison overview of microservices vs monolithic architecture in literature. The comparison will focus on the following:

* Size
* Scalability
* Loose coupling
* Maintainability

**Size**

Microservices architecture consists of different services where each service is collaborating with one or more other services. The functionality of the system as a whole is the result of this dynamic interaction between multiple components. One of the key characteristics of microservices architecture is the size of each service. Almost every paper suggests that the size of the service should be relatively small [1][5] [29] [34]. Some researchers even suggested counting lines of code to measure the size of the service [29]. Many other researchers suggest that functionality should be the measure; each service should be concern with handling just one task [33]. This task should be derived from the business requirements.

Small service size helps managers to assign a small team of developers to each service hence making the development faster and more efficient. Moreover, each team can decide to use different tools for different services, depending on which toolset is best suited to each service.

Conversely, monolithic applications can be said to be comprised of layers rather than distinct components. They are generally divided into three layers: backend, logic layer and frontend [34]. Each layer covers many functionalities of the system. Hence the size of each layer could end up getting bigger and bigger with more business requirements. Furthermore, assigning small teams of developers will be more complicated as each team needs to collaborate with other teams during development. Moreover, teams often do not have as much freedom when choosing toolsets for development. They are bounded to what other teams are using and whether a toolset is compatible with the others.

**Scalability**

Applications based on microservices are able to grow when there is a need for new features in the application. Adding new features means adding new services to the system, which is generally an easy task.

However, with monolithic architecture, as more features are added, the application grows to the point where it is hard to scale. The codebase becomes very large and complicated and each additional feature requires a fair amount of work to allow other aspects of the application to adjust appropriately.

The book ‘The Art of Scalability’ [35] introduces the concept of the scale cube. Figure 2.1. illustrates that the Scale Cube has 3 axes an X-axis, a Y-axis, and a Z-axis [35] which represent the following:

* Horizontal Duplication and Cloning (X-Axis)
* Functional Decomposition and Segmentation (Y-Axis)
* Horizontal Data Partitioning - Shards (Z-Axis)

Generally, applications based on monolithic architecture can scale only on one axis, the (X-Axis). Microservice-based applications, however, have the ability to scale over all three axes [36].
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**Loose coupling**

One of the important characteristics of microservices architecture is that services should be isolated from each other [33]. The only connections between services are via a well-defined interface. Each service can be modified as long as it still respects the conventions of its interface. This is what is meant by loose coupling of the application components. However, monolithic applications developers have to take extra measures to ensure that parts of their applications don’t overlap, which costs them more time and work. The importance of loose coupling is stated clearly in [5].

**Maintainability**

Since microservices are independent entities, it is possible to isolate a particular service in case of failure while the rest of the system continues to operate [1]. However, the same is not be true of monolithic-based applications and in worst cases a single failure in the system could cascade and stop the whole system from operating [1].

In [34] researchers use different factors to compare monolithic-based applications to microservices-based applications. Table 2.1 presents the comparison. They conclude that both architecture styles have advantages and disadvantages. In general, micro-service architecture better suited to projects with a large codebase. But with a small project, building it with microservices architecture could bring additional overhead [34].

|  |  |  |
| --- | --- | --- |
| **Category** | **Monolith** | **Microservices** |
| **Time to market** | Fast in the beginning, slower  Later as codebase grows. | Slower in the beginning because  of the technical challenges that microservices have. Faster later |
| **Refactoring** | Hard to do, as changes can affect multiple places. | Easier and safe because changes are contained inside the microservice. |
| **Deployment** | The whole monolith has to be deployed always. | Can be deployed in small parts, only one service at a time. |
| **Coding language** | Hard to change. As codebase is large. Requires big rewriting. | Language and tools can be selected per service. Services are small so changing is easy. |
| **Scaling** | Scaling means deploying the whole monolith. | Scaling can be done per service. |
| **DevOps skills** | Doesn’t require much as the number of technologies is limited. | Multiple different technologies a lot of DevOps skills required. |
| **Understandability** | Hard to understand as complexity is high. A lot of moving parts. | Easy to understand as codebase  is strictly modular and services use SRP. |
| **Performance** | No communicational overhead.  Technology stack might not support performance. | Communication adds overhead.  Possible performance gains because of technology choices |

Table ‎2.1: Comparing monolithic and microservices [34]

### Trust literature review

This part of the thesis presents a review of literature on trust and the different approaches used when adopting trust in software development. First, a definition of trust is presented, to give the reader a basic understanding of trust and its role in this context. The next step is presenting the different techniques of trust as used by researchers and software developers.

**Definition of trust**

The word trust has been a subject of many studies, and many researchers have formed different definitions of trust and explored what it means. The reason for this is because trust plays an important role in people’s lives and is involved in a broad range of fields such as philosophy, psychology, economy and recently in computer science. In his famous PhD thesis, Marsh [9] mentions that many efforts have been spent trying to discuss trust and generating a definition of it, especially in the second half of the last century. His research was an attempt to create a model that can offer a mathematical way to measure trust.

In ([6], p. 3) the author concludes that there is no single definition of trust which is universally agreed upon; “little consensus has formed on what trust means”. In his research, he agrees with [9] that there has been much discussion on trust and a variety of definitions given. On the other hand, researchers in [18] attempt to give a definition or an explanation of how trust can be evaluated. Their idea is that trust between two parties is a variable with many dependencies.

A distinction between six types of trust is presented in [6]:

* Trusting Intention
* Trusting behaviour
* Trusting Beliefs
* System trust
* Dispositional trust
* Situational decision to trust

While [18] makes a distinction between only two types of trust, execution trust and code trust. Execution trust is trust that the provider of the service will correctly allocate the required resources for the execution, whereas code trust is trust from the side that will be consuming the service that the code does not contain any harmful scripts.

Moreover [18] gives other distinctions for the trust, this extended distinction of trust types is composed of seven types of trust. Namely: Direct trust, indirect trust, full trust, partial trust, recommended trust, authentication trust and finally privacy trust.

The first type of trust defined in [6] is the *Trusting Intention*. This type of trust means that one is able to depend on others. [6] Argues that this type of trust is different from one situation to another. Contrary to this definition, [10] thinks that this type of trust is not a situation specific.

The second type of trust is the *Trusting behaviour* [6]. The definition for trusting behaviour is also given in [11] where it is explained as a voluntarily dependence from one person to another. This dependence is situation-specific where in some cases negative consequences could happen.

[6] Goes further and tries to decompose trusting behaviour into different subcategories:

* Cooperation
* Information sharing
* Informal agreements
* Decreasing controls
* Accepting influence
* Granting autonomy
* Transacting business

Researchers in [12] studied the *trusting behaviour* in their work, named: “Belief in others’ trustworthiness and trusing behavior”. They show that many factors play a role in trusting behaviour, and it is not just about individual gain.

The third type of trust in ([6], p. 33) is *trusting Beliefs*. The given explanation is “the extent to which one believes (and feels confident in believing) that the other person is trustworthy in the situation”. Other researches have also studied trusting beliefs, for example [13]. In their explanation they give an example of a vendor-consumer relationship.

Trusting beliefs is also used as one of the conceptual definitions of trust in [7]. Besides trusting beliefs, two more definitions are given: Disposition to Trust and Institution-based Trust.

In [37] the importance of perceived information and its consequences are discussed. When low quality information is provided but it does not have great importance then the consequences of such false information are relatively low. However, when the provided information has high importance, the negative consequences of trusting this information could be high if it turns out to be of poor quality.

Moving on to the fourth type of trust that was distinguished by ([6], p. 36), this type is called *system trust*. It is described as “the extent to which one believes that proper impersonal structures are in place to enable one to anticipate a successful future endeavour”. Researchers in ([14], p. 197) give an example of system trust, involving an ecommerce system. They concluded that system trust has an impact on the intentions of customers to decide whether or not to make a purchase, “system trust plays an important role in the nomological network by directly affecting trust in vendors and indirectly affecting attitudes and intentions to purchase.”

*Dispositional trust* is the fifth type of trust in ([6], p. 38), explained as “if one believes that others are generally trustworthy (Belief-in-People), then one will have Trusting Beliefs (which in turn lead to Trusting Intention).” Dispositional trust is also noted in [15].

Lastly, the sixth type of trust according to [6] is the *situational decision to trust*. Explained as “the extent to which one intends to depend on a non-specific other party in a given situation “([6], p. 38). Although it is recognized as a different type of trust, it does not exhibit much difference from the first type of trust which is *Trusting Intention*.

In his paper about the concept of trust, ([8], p. 55) defines trust as “a ‘leap of faith’ or willingness to be vulnerable”. He argues that trust is a tool learnt at an early age in infancy. People use it as a tool to approach uncertain situations “trust is learned in infancy and enables the individual to deal with the unknowable in the social con-text”. In his explanation for the term ‘leap of faith’ he presents it as an important part of the trust where it “involves the trustor experiencing a lack of expertise in a particular area of their life and acknowledging that the expertise they require to address this lack is held by another individual or system. “([8], p. 56).

However, another definition of trust is also presented in ([8], p. 57) trust is seen as a “social capital”. The author describes the role trust plays for individuals in society and the role each individual plays in society.

Lastly, ([8], p. 59) also presents trust as a component of the “power-knowledge” theory where knowledge leads to power and trust plays an important role in acquiring knowledge.

As can be seen that there is no single definition of trust in the literature and many researchers have put forward different meanings and concepts of trust. Some have given examples from the real world such as [14] where he talks about trusting a system. The same concept of trust is agreed upon by [6] where he gives an example of trust in a system of doing a purchase via the credit card. Where both the buyer and the seller hold trust the system. In case the system rejects the credit card of the buyer, neither party will lose trust in the system. The seller will suspect that the buyer is the cause of this rather than the system itself.

**Policy based-trust**

When a service is able to identify itself to other services, it helps to add points to the overall evaluation of the trust. Authorization will help to have the requestor gains access to resources such as data. In ([18], p. 85) a definition of authorization is given as “deals with issues like who can access which resources/services under which conditions”. Hence once a microservice is authorized, it will be able to make requests to other microservices and exchange data with them.

Authorization systems are described in [18] as systems that provide certain access rights. Furthermore, [19] describes authentication as a process which “allows identity verification of any entity.” and the authentication of users as “the basic feature of protecting data from computer system intruders” ([19], p. 33). Wallace ([20], p. 2) agrees on this definition, he states that the purpose of an authentication protocol is “to authenticate entities wishing to communicate securely. “

Importance of authentication is described in [21] as a principle aspect of computer systems security. The author in [20] also highlights the importance of authentication by stating that it is the very first step a requestor has to take before they are granted further access.

In the book “Information Security: Principles and Practices”, [22] summarises the goals of security in three point: “Protect the confidentiality of data, preserve the integrity of data, promote the availability of data for authorized use” ([22], p. 20). [19] gives similar points as the task of authentication and authorization.

An indication to the importance of identity check in computer system is made in [20]. It explains that having identity verification helps in making the system more secure against attacks.

From the definitions and explanations given by different researchers, it is clear that authentication is an important step in giving access rights to a requestor who is trying to access one or more resources.

Additionally, ([21], p. 1) attempts to provide a more practical view on authentication by presenting a simple mechanism which uses a combination of a username and a password. They state “The concept of a user id and password is a cost effective and efficient method of maintaining a shared secret between a user and a computer system”. It moves on explaining that many computer systems use this simple well-known identification method. Based on a username and a password. It is also explains that despite all the advances that have taken place in both hardware and software, authentication by username and password is still in widespread use for identity verification in computer systems.

([18], p. 86) gives more in depth definition of an authentication and authorization system. They define each entity in the process from the requestor to the requestee including the resources and the action to be taken upon these resources. They describe the requestor as “an entity that wants to access services/resources. It can be a user, a service or any other entity on behalf of user/service”. They move on to define a service “a piece of software that provides some functionality and can be accessed by Subjects or other Services”. They also give a definition for a resource, “an object that is accessed by Subjects. It can be a CPU, a storage device, software, data” ([18], p. 86).

Another interesting definition relates to the requirements given by each service in order to be accessed. This is called Service Policy, which refers to “the set of rules/requirements associated with the Service. A Subject must conform to Service Policy in order to Access that Service” ([18], p. 86). The concept of access that is granted to reach the requested service is also defined: “Access is an operation that a Subject performs on Service/Resource. The access is provided based on conformance to Service Policy that is associated with that Service/Resource.” Hence it can be clearly seen by definitions in [18] that access to the service is only granted if the service policy of the service is respected. Policy itself is also defined in [18] as “a set of rules/requirements” ([18], p. 86). This set of rules can be linked to the Subject, the Service or even the Domain, according to [18].

**Reputation based trust**

Reputation based trust could be used in a system where users published reviews of other users. One of the earliest examples of it was adopted by eBay. As ([23], p. 1) refers “Reputation systems are already being used in successful commercial online applications”. A similar idea is put forward in [28]: “Reputation-based trust systems were mainly used in electronic markets, as a way of assessing the participants” ([28], p. 1).

In [24] trust has been divided into two distinctions one is “strong and crisp” where it uses “logical rules” for making decisions ([24], p. 1), while the other as “soft and social”, according to [24], this distinction is concerned with reputation based trust: “reputation-based trust relies on a ‘soft computational’ approach “([24], p. 1). In this case, trust is computed from two sources: First, based on one’s own experience, and secondly based on experiences of others, as referred to by [24]. Moreover, trust depends on other factors such as time and particular settings [26].

The same concept for computing trust is used in [25], where it agrees that reputation-based trust is computed from two sources:” first-hand experiences” of our own and “external experiences” which is recommendations from others based on their own experiences [25].

On the other hand, [26] uses the term “behavioral trust” instead of “reputation trust”. It is defined as realizing the expectation of others, and it is classified into two categories: Direct trust and indirect trust. Direct trust means the experiences gained from one’s own direct interaction, while indirect trust means other’s experience of interactions. It is obvious that [26] is presenting a similar concept to [25] which refers to first-hand experiences and external-experiences rather than direct trust and indirect trust. In both definition, the resulted trust is variable and never constant, as its value changes after each interaction, whereas with policy-based trust the resulting decision is a binary one since it is either positive or negative [24]. Such trust depends on well-defined measures such as certificates and is referred to as “strong security” [24].

[27] also agrees with the mentioned studies [24] [25] [26], it states that “reputation serves as the basis for trust”. Thus, a lot of value is assigned to the experiences of other entities in the system.

A distinction between entity trust and content trust is given in [17]. Entity trust is given as an evaluation of an entity based on its ID and behaviour, whereas content trust is defined as “A trust judgment on a particular piece of information in a given context “([17], p. 228). Both types of trust are related to each other.

Whether someone trusts some resource online is a personal matter that differs from one person to another. Where each person makes their judgment based on many influences that are affected by personal experiences. [17] mentions that some resources might be preferred to some people over other resources based on the context in which the resources are being judged. The context in which a resource is evaluated is also important, an example of travel information is given where students may use different source for information than families. The date on which resources are consumed also has an effect, as stated in [17].

Moreover, [17] identifies 19 factors that influence content trust:

|  |  |
| --- | --- |
| * Topic | * Incentive |
| * Context and Criticality | * Limited resources |
| * Popularity | * Agreement |
| * Authority | * Specificity |
| * Direct experience | * Likelihood |
| * Recommendation | * Age |
| * Related resources | * Appearance |
| * Provenance | * Deception |
| * User expertise | * Recency |
| * Bias |  |

Aditionally, [17] explains that some of the factors are related, and others can be grouped together such as ‘Direct experience‘ and ‘Recommendation under reputation.‘ Furthermore, [17] acknowledges that determining which of these factors can be put into use is not an easy task.

## Analysis

This section provides an analysis of the content trust as well as microservices architecture in regards to the requirements that were presented in the first section of this chapter. Those requirements will be analysed against the presented literature review in the second section of this chapter. The analysis will be discussed under two titles:

* Microservices
* Content trust

Besides going through the previously presented literature review, the following pages will also compare the presented requirements against some well-known implementations of microservices as well as content trust.

### Microservices analysis

Microservice-based applications can be built using one of two architecture styles, that’s is orchestration and choreography [41]. With orchestration, the work flow between services is managed centrally. One or more services are directing the calls to their intended destination. Hence, the application has a central part to manage traffic and help services communicate with each other. On the other hand, services in an application based on the choreography style architecture should handle any calls by themselves. They should identify the destination service either by its address or by the type of service it offers. Unlike orchestration, choreography offers more loosely-coupled architecture since it is decentralized [41]. As a result, such application could benefit more from having microservice architecture. Figure 2.2 presents the concept of service orchestration
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Figure ‎2.2: Service orchestration [39]

In figure 2.2, service consumer acts as a coordinator that coordinates all the services calls to respond to the coming request. Whereas, figure 2.3 shows the concept of service choreography.
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Figure ‎2.3: Service choreography [39]

As figure 2.3 illustrates. there is no central service that coordinates communication between services. Each service may call another service independently depending on the context and its needs.

This comparison leads to the discussion of microservices architecture and Service Oriented Architecture (SOA). These architectures are not strange to each other, microservice architecture is another revision of SOA [32]. Yet there are some principle differences among the two. SOA focuses on the concept ‘share-as-much-as-possible’ while microservices architecture follows the concept of ‘share-as-little-as-possible’ [39]. This means that SOA-based applications will try to share the resources as much as possible. Such applications will try to share databases, and use other services to handle its tasks. On the other hand, microservice architecture based applications try to minimize this sharing of resources as much as possible. For example, some microservices will have their own databases. This minimizing of sharing makes the application more loosely-coupled and helps in introducing changes and modifications. According to [39], microservices-based applications use an API layer while SOA-based applications use a messaging middleware. This messaging middleware can be a single point of failure where congestion could slow down the application. A single point of failure does not exist in microservice-based applications, and as a result these applications are more resilient and handle failures gracefully. Table 2.2 shows a comparison of both architectures where they are compared against some of the requirements mentioned in the first section of this chapter that both architectures share in common.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Scalability | Failures handling | Toolsets diversity | Reusability |
| SOA | **+** | **-** | **++** | **+** |
| MSA | **++** | **++** | **++** | **++** |

Table ‎2.2: MSA vs SOA

The scale for comparison goes from -, - -, to +, and ++ which is the best possible score. It terms of scalability, both architectures have the ability to give applications a good degree of scalability. Since SOA-based applications are generally more tightly-coupled, scalability for a MSA-based application will be better.

SOA-based applications use what is known as Enterprise Service Bus (ESB) which realize a communication system between the services. This communication system can be a single point of failure when there is a congestion or the ESB fails itself, thus making MSA applications more resilient to failures.

Both architecture patterns enjoy the ability to have their applications developed in different technology stacks where each service or microservice can be developed with different toolsets.

With microservices it is easier to achieve reusability, as each microservice is small in size and focuses on a single business functionality, whereas services in SOA can be large and focus on implementing multiple business functionalities at the same time. So as a result reusing microservices is easier.

To summarize, microservices must adheres to the requirements mentioned in the first section of this chapter. Each microservice should be small. How small each microservice should be and the method of measuring size is up to the developers and the application at hand. Moreover, each microservice should be independent and able to be deployed independently. Having the ability to change one service without affecting other services should also be respected.

To help microservices communicate and exchange data, each one of them must have an interface which other microservices can use when making a request. furthermore, when making changes to a service or when replacing the service completely, the interface of the service should continue to respect the same conventions as before as much as possible. In addition, designing services to be a replaceable entity helps in any future modifications of the application.

Respecting those requirements helps in making the application:

* Resilient
* Scalable
* Easy to deploy
* capable of continuous delivery

### Content trust analysis

Different definitions of trust were presented by different researchers. Some of the definitions intersect with one or more of the provided requirements of content trust. One definition for trust distinguish between direct trust and indirect trust. Direct trust is established after own direct interaction with other entities. While indirect trust information is gathered from other entities experiences with the entity in concern. This definition can be seen in at least one of the requirements of content trust. Microservices will have their own evaluation of trust once they interact with a certain microservice. And also will be depending on the evaluation of other micro-services for the concerned microservice.

After each interaction, the trust they already have about the other microservice could be affected positively or negatively. Moreover, their new evaluation of trust could also play a role in how other microservices evaluate their trust with the concerned microservice. This is perceived from the indirect interaction, hence the indirect trust.

One of the widely cited study about trust [6] mentioned “trust leads to cooperation” this understanding is also exhibited in the requirements of content trust. The point of adopting content trust in microservices is to make collaborating microservices trust each other and exchange data safely. In such scenario, having high evolution of con-tent trust among microservices will lead to more exchanged data and cooperation.

Trusting the behaviour of others was also mentioned by some researchers [6, 11]. One definition is presented as “Belief in others’ trustworthiness” this definition is reflected in the evaluation of trust each microservice will have. Believe is reflected as a dynamic value that can grow or shrink depending on the how positive or negative each interaction is.

The relationship among services is present more than once in content trust requirements. On the other hand, the relationships among collaborating entities was mentioned by different researchers. Such collaboration between concerned entities is mentioned in the sixth definitions of trust presented in [6] as well as in [15].

The age of microservices is taken into account when deciding about the content trust of a microservice. It is mentioned as one of the requirements of the content trust implementation. However, the age doesn’t have much influence on any description provided for the trust or any of its contrasts or sub definitions. Yet the age is mentioned specifically in [17]. It is stated that the age of the content could play a role in helping the readers of the content on deciding whether the content is trustworthy or not.

The sensitivity of the service is also presented in the requirements of the content trust. In [37] the importance of the provided information is discussed. In the requirements of content trust, the sensitivity of the service can be projected into the importance of information presented in [37]. In such case when there’s a trust among microservices that are exchanging sensitive information, but the information where not of high degree of integrity. Then as indicated in [37] the consequences could be more serious, than if the exchanged information where of low importance.

The identity of a microservice has a weight in deciding of trusting a microservice or not. In the requirements of microservices, each microservice should be able to authenticate itself to other microservices. Failing to authenticate itself, could result in having a decreased evolution of the service by one or more other services. In [21] a model for verifying the identity of a requestor is presented as a combination of User ID and a Password. Such combination is also used by other researchers [19]. In the case of microservices, proving each service what it claims to be is important as it establish a first level of trust. Such ground could be used to move on and try to establish other forms of trust. Having the identity of the service verified will help in in-creasing the evaluation of it by one or more services positively.

Regarding the implementation of content trust. The most common one is used by Docker and it is called Docker content trust. Docker is basically a container for processes. One can think of it as a virtual machine but much lightweight and faster to boot. This lightweight virtual machine is called a container and one host can have more than one container running at the same time and sharing the host resources. Docker containers are actually used widely to deploy services for applications built on the microservice architecture. Docker content trust is used to help in trusting the images of the containers released by software providers. According to the official documentation [38], the point of Docker content trust is to ensure the integrity of Docker images and also verify the identity of the publishers of the image.

This explanation only satisfies a portion of the requirements of content trust presented in the first section of this chapter. But it doesn’t go any further, for example: users of Docker images can’t provide an evaluation of their experience after using a specific image. Hence other users can’t use such information in helping them to decide of whether it is reasonable to put one’s trust in a specific image or not. It can be seen that the name *Content trust* is the same but it is not the same concept as the one being discussed in this thesis. Reputation-based trust is not involved, for example. And it is not a dynamic but more of a static evaluation. Unlike content trust where its value changes with every evaluation and each evaluation depends on many factors.

Following the requirements of content trust mentioned in the first section of this chapter, the mechanism of content trust depends on concepts form policy-based trust as well as reputation-based trust.

To conclude this chapter, an application based on microservices could be described as a big piece made of many small blocks, each block is an independent reusable entity. It can be reused to develop other applications. While content trust will add a trust layer between the small blocks. An implementation of content trust could be helpful once the blocks of the application is developed by different sources. Hence it will be a mechanism that helps each service to trust other services. This process is done automatically, without a human intervention.

Next chapter in this thesis will discuss the concept behind building the Blog. It will give an overview of how, micro frontends, microservices, and content trust implementation can all work together to produce a more secure, flexible and robust system.

# Concept

The following pages will present the concept of building microservices-based application where a mechanism of content trust helps services make better selections when making calls to other services. This way, each microservice will have the chance to make a call for the service that gets the highest trust evaluation among other services.

This chapter will be composed of four sections. The first one will discuss the concept of micro frontends and how the frontend of a web application can be divided into small parts. The second section will focus on the concept of microservices and how services interact with each other. While the third section will discuss the content trust that will help microservices evaluate how much they trust each other before carrying on with their exchange of data. Finally, the last section will show how the three parts can work together in the final system.

## Concept of micro frontends

Micro frontends are a sum of small frontends that together form the final page that’s presented to the end-user. The concept behind micro frontends is derived from microservices [50]. Essentially, when applying the principles of microservices to the frontend of a web application the result would be micro frontends. As a result, micro frontends share many of the principles with microservices.

Nevertheless, micro frontends impose few more challenges that don’t exist in microservices. Such challenges include:

* Routing: frameworks such as ReactJS or Vue.js provide tools that help developers write applications that makes navigation from one page to another smooth and easy. When several applications are put together to form the final rendered page. The routing tools of each framework will not have access to the path of parent or overall page. Hence, navigating from one page to another from within a micro frontend is a challenge.
* Data exchanging: When micro frontends are delivered to the browser, they don’t have a default communication channel that help the apps to exchange data. The solution for this challenge depends on how micro frontends are stitched together, and what technologies are used to render the micro frontends in the browser.
* Styling: Micro frontends might face naming conflicts when each micro frontend has its own CSS files. If different micro frontends have the same set of HTML classes, then unwanted styling from one micro frontend might be applied to elements in another micro frontend.
* Events answering: micro frontends should be able to answer events that happens in other micro frontends. For instance, when the final application consists of a navigation micro frontend and some other micro frontends. If the user clicks on a link in the navigation app, a response should be delivered from another micro frontend where the user could be navigating from one page to another. In this case, other apps should be listening to events coming from the navigation app and act accordingly when they are meant to.

Two micro frontends will be rendered to the user at any given time. While the rest of the micro frontends will be rendered depending on the events happening in those two micro frontends. The idea is that, the functionalities of the frontend will be divided into tasks and each task will be handled by one micro frontend. For example, the navigation bar will be handled by one micro frontend, while the main area in the screen or the body of the frontend will be handled by another app. Figure 3.1 shows the positions of the different micro frontends. There are two areas that will be occupied by two apps at any given time. The first area is the navigation bar where it is represented by the dark red colour in figure 3.1. The navigation bar app will be rendered in this position. The second area is the body area and It is represented by a big white rectangle in figure 3.1. This area will host the rest of the micro frontends where only one micro frontend will be rendered to the body area at any given time. Micro frontends will be rendered in the body area according to the events that are coming from the end-user of the Blog. Those events will be applied to the navigation bar and the body area in the frontend.
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Figure ‎3.1: Micro frontends positions

Next chapter in this thesis will try to find answers for the mentioned challenges and suggests alternative solutions when it is applicable. Moreover, a solution will be provided to putting all the micro frontends together and make them operate in harmony.

## Concept of microservices

The Blog will have two parts, a frontend and a backend. The frontend will be composed of micro frontends, while the backend will include microservices. Some of the microservices will have access to one or more databases while others don’t need such access. Between the microservices a mechanism of content trust will resides.

The Blog will have microservices handling the following tasks.

* Creating users accounts
* Login operations
* Submitting emails to the admins
* Handling posts related requests
* Handling comments related requests.

There will also be services to handle other tasks such as:

* Protecting the Blog from invalid user’s input
* Protecting the Blog from Duplicated posts, comments or messages

Moreover, there will be microservices that will help other microservices by providing them with inputs. Such inputs could be reading certain values from the database, or processing data before submitting it to the responsible microservice.

The Blog will be simple in terms of functionality; it will offer the following services to its clients:

* Reading posts available in the Blog
* Commenting on posts
* Sending messages to the admins of the Blog
* Creating new user’s accounts
* Logging in with the created accounts
* Submitting new posts to the Blog
* Modifying, and deleting own submitted posts

Keeping the Blog simple, will help to focus on the implementation of the microservices, the content trust mechanism between the microservices, and the frontend. The frontend will be composed of many micro frontends. One could describe the Blog as a full-stack microservices application. Both, the frontend and the Backend uses the principles of microservices architecture to deliver the final product.

The services in the Blog will have certain features that make them suitable to be used in a microservice-based application. Such services adhere to the requirements mentioned in the second chapter. The services will be:

* Small
* Independent
* Has an interface
* Reusable

Each service in the Blog should have a small size where it handles one task. For example, one service would handle requests related to storing a new post, retrieve a post from the database or delete a post. Another service would handle clients logins, while a third service handles creating new accounts for new clients.

The reason for making services small is to be able to get the most possible benefits from using microservices architecture. When services are small, it becomes easy to replace them with new services, or isolate a service when it is not running correctly. Also it helps to make the system more scalable since adding new features means adding more small services to the Blog. This would be easier than adding a big service that handles many tasks and have to communicate with many other services.

Although microservices will be designed to be small but they will not be designed to be too small. For example, the Blog will have one or more microservices handling tasks related to posts such as making a new post, reading posts, deleting own posts...etc. Such microservice could be further divided where one microservice will handle creating a new post, another service handles reading a post, and so on. While such division makes each service handles only one specific task, it will also add overhead and unnecessary complexity to the Blog. As mentioned in [1], when the application has many small parts interacting together, there will be more overhead and complexity added to the application. A trade-off should be considered that helps in following the requirements of microservices while it keeps the complexity of the application as small as possible.

Furthermore, each service in the Blog is as independent as possible where it, generally, doesn’t rely on other services to perform its task. Services, of course, would need an input to start processing the data, but handling the data is something a service doesn’t need help with. The more independent each service is, the easier it is to form a loosely-coupled application.

When a service only needs the required input to operate then such service can easily be modified or updated without affecting other parts of the Blog. The only concern here is to keep the interface as it is so other services can still deliver data to it and receive the output.

For example, a microservice that creates new user’s accounts will be created. This microservice will have its own database where it stores the newly created accounts. Hence, this microservice and its database are completely independent entities. They can simply be used in any other application that requires user’s registration.

Additionally, services in the Blog should be independent but this doesn’t mean that services will act as isolated islands where no communication is happening among them. In fact, without such communication the overall functionality of the system can’t be achieved. Hence services in the Blog will offer an interface where other services can use it to communicate with them. It is important that all services that need to exchange data with other services be able to do it through a unified well-defined interfaces. Changes that happen to a services should not affect the interface that the service exhibit to the outer world.

Services will offer each other APIs that help them to make requests. Requests will be made over Hypertext Transfer Protocol (HTTP) using REST architecture. REST stands for Representational State Transfer. It is an architectural style that is composed of six constrains. REST helps in developing applications that are loosely-coupled [47]. More details about the constrains of REST will be provided in the next chapter.

Since each service is performing a small specific one task then there’s a high chance that the same functionality will be needed in other applications. For example, a service that’s responsible for registering new users in the Blog, could be reused in other applications where a user’s registration is required. Such concerns will be taken into account when designing each service. Because when most services are designed from the beginning as reusable entities, it would be easier than taking each service and adapting it to other applications.

As an example, at least one microservice will offer login services to the clients of the Blog. This service needs access to the database of the registered users so it compares the data it receives from the frontend with the data of the users in the database. This service can be reused in any other application that requires a microservice to handle login tasks. A small modification is required to help the microservice connects with the databases of different applications.

The Blog itself should also have few features that comes from using microservices architecture. After all, if those features are not met then the benefits of using such architecture are not reached to an acceptable level. On the contrary, microservices architecture brings its own challenges. Hence, using such architecture without getting the most of it adds overhead in the development. Where developers have to deal with many small apps and each app has its own development cycle, requirements and deadline. Development of many small apps to finally work together can get quiet complicated. The Blog will be:

* Scalable
* Resilient
* Loosely-coupled

Where new features can be added easily. The scalability of the Blog comes from the possibility of being able to add new services to the Blog. When there’s a need for new features, the existing services can’t be changed to accommodate the new features. Because it means that one or more of the existing services will be handling more than one task which in turns break one of the main characteristics of a microservice. That’s each service should be small and handles one task only. For this reason, services in the Blog should have the flexibility to accommodate new services and be able to communicate with them.

The Blog must be able to handle failures where they don’t cascade in a way that affects other services and stop the Blog from operating. The Blog must be flexible in a way that allow for failures isolation where the malfunction services are isolated from the rest of the Blog. Temporary replaced by other services until the failure is handled.

This is a very important feature of any microservices-based application. Such application should exhibit a better behaviour when dealing with failures compared to a monolithic application.

Furthermore**,** The Blog should have its services as independent services that can operate without the need of other services. Each service in the Blog is a small application by itself. Some services might need an input or have an output but it is all performed via the interfaces of the services.

Such loosely-coupled structure of the application helps the Blog to be more flexible when facing problems. Or when some services should be replaced by others. It also helps when performing updates on the Blog.

In the future when new functionalities are needed in the Blog, for example, when categories are introduced to classify posts of the Blog into categories then the only changes that are required must happen in the Post microservice. Few changes will be needed to the micro frontends but most of the other microservices will stay the same, where there is no need to touch them.

## Concept of content trust

Content trust as defined in [17] is not an isolated judgment but it is related to the context in which the judgment is taking place. Hence the surrounding environment and the time of making the decision play a role in the final judgment.

Content trust and reputation trust are related but they are not the same [17]. From the requirements provided in chapter 2, it can be seen that the reputation of the involved entities will play a role in the trust of each one of them. It is, however, not the only deciding factor. Many other factors influence the decision of trust. For example: Verifying the identity of each entity has also a negative or positive influence depending on the outcome of the verifying process. Such influence means that identity verification is also related to content trust.

In a microservices environment where many services are trying to work together, content trust will play a role in helping each service to make a judgment about trusting other services or not. On the other hand, such system of content trust must be designed with care, otherwise the system could behave in an unpredicted way. When such system is not given a thoughtful design and enough preparation and testing then sometimes services could end up making negative judgments about each other. Such negative judgment could happen while a positive judgment is the most probable decision to be made. In this case, services will reject the incoming requests and operations will not take place. Thus clients of the application will be denied the services for no valid reasons.

For example, in an online banking system, a user is trying to start a transaction from one account to another. The request goes from the frontend to the services responsible for handling such transactions. Before going any further, the involved services will try to evaluate the trust each one has about the other. If one of the services decides that it can’t trust at least one of the other services, then, theoretically, the transaction may not take place. The system eventually will refuse to complete the transaction leaving the client with unhandled request. Hence, clients could end up leaving such system and never using its services because of its unpredictable behaviour.

The previous scenario, raises many design questions, one of them is whether a system should have more than one services providing the same service. In the previous example, if one service can’t trust another one, then the transaction can still take place if another microservice was available providing the same service as the untrusted one. Such duplication of services could be useful where each service has more than one option. On the other hand, such design can be redundant. It’ll take more time to design a system that has more than one service handling the same task.

Content trust could be implmented as part of each microservice, in this case it is an internal implmentation. Another case could be where content trust evaluation is a microservice itself, thus it is an external implementation. In the first case where content trust is part of each microservice, then the values that is related to content trust that need to be persisted can be spread among all the databases of each mcroservice. Figure 3.2 shows a diagram representing the scenario where each microservice contains an internal implementation of content trust. In order for this case to work, each microservice must have its own database. Although some microservices may not need a database, but content trust implementation requires persistance of data and since data of content trust is stored locally for each microservice, then each microservice needs a database to store its own content trust data.

This implementation violates the size requirement of each microservice. According to [1], each microservice must be small and handles one task. With this method of implementing content trust in a microservice-based application, each microservice must handle its own content trust evaluation on top of its original task. This leads to an extension of each microservice size, moreover, each microservice will be handling at least two functionalities that are its own original task and its content trust evaluation.
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Figure ‎3.2 Content Trust internal implementation

The second possibility of implementing content trust is by having at least one microservice responsible for the evaluation of content trust on behalf of other microservices. Figure 3.3 shows a diagram representing this scenario where content trust implementation is external to the microservices.
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Figure ‎3.3: Content Trust external implementation

Each microservice needs to evaluate the trust about another microservice, then it makes a call to the *Content Trust* microservice with all the required information, *Content Trust* microservice will then calculate the evaluation of content trust on behalf of the calling service and sends the result back. In this case, there will be only one database responsible for storing any data related to the content trust. And microservices are not required to have a database just to store the values of content trust. Moreover, each microservice does not need to care about implementing content trust as part of its functionalities and thus will keep respecting the principles of microservice architecture where each microservice should be handling one task.

External content trust implementation helps in respecting the requirements and principles of microservice architecture, but it poses its own challenges that is mainly having a single point of failure. When the *Content Trust* microservice fails or cannot access its database then the evaluation of content trust will not happen. One solution to overcome this problem is by having more than one microservice calculating the evaluation of content trust. The implementation of the Blog will follow the external model of content trust, because it helps in respecting the requirements of microservice architecture. Additionally, adding more than one *Content Trust* microservice will solve the single point of failure problem, especially since the number of the available microservices is not big and very few *Content Trust* microservices can handle the evaluation of content trust even when some of them fails.

### Properties of the Content trust

Content trust implementation will depend on one database to store the information about different microservices. This database will be accessible to all microservices and its data will change after each call made from one microservice to another.

**Unique Identification**

Each service will have unique identifications, this identification helps services to differentiate and identify each other. To challenge the mechanism of content trust, some services will be developed as an in-house development, while others will be developed as third-party microservices. Both types of microservices should be able to have unique identifications.

**Sensitivity classification**

Each microservice will have a sensitivity classification based on the services it provides. This classification will have different levels and each level belongs to a degree of sensitivity. When services are interacting with each other and evaluating their mutual trust, they will be able to see the sensitivity classification of each other. This classification will help services to decide what is the minimum value of trust required to trust one another.

When a service has a high level of sensitivity then the other service will only trust it until a high value of trust is acquired. On the other hand, if a service has a low sensitivity classification then a low trust would be sufficient to trust the service.

**Direct trust**

Microservices will look into their previous experiences and use it when deciding about trusting new interactions or not. For simplicity, each microservice will only be able to look into the last interaction that it had with any other microservice. When a request is sent from one microservice to another, each microservice will look into their last direct trust evaluation. If the evaluation recorded a good level of trust, then the current evaluation will be affected positively. On the other hand, if the last direct interaction recorded a low level of trust then the current interaction will be affected negatively.

**Reputation-based trust**

Four Types of information will be used from the concept of reputation-based trust:

* The number of interacting microservices for a certain microservice
* The number of successful interactions with other microservices
* The number of failed interactions with other microservices.
* The evaluation of trust given by other microservices for a certain microservice

Each microservice will be able to see how many interactions a certain microservice has. This number will increase with every request this service receives as well as with every requests it initiates.

Each successful interaction with other microservices means that the service has reached a level of trust that was enough to the other service. At the same time, it has trusted the other service enough. When both cases happen then the successful interaction with other services will be increased.

In order for an operation to be successful, both microservices, the one who makes a request, and the one who receives a request, will have to trust each other enough. If one of them could not trust the other microservice enough then the interaction will not continue and the microservice who made the request must look for another microservice to fulfil its request. In this case, the number of failed interactions for both microservices will be increased.

Whenever a microservice makes a request to another microservice or receive a request from it, both microservices will create an evaluation of trust about each other. Hence for any microservice, an evaluation of trust from other microservices might exist. When a microservice makes a call to another microservice, both microservices will be able to see the trust evaluation that’s made by other microservices. In case a microservice has never had any interactions with any other microservice then it will not have any evaluation of trust.

**Time factor**

Time will be used to give two pieces of information that will help microservices in evaluating the trust of each others:

* The operation age
* Last successful activity

Each microservice will have its operation time recorded. When two microservices are interacting with each other, they will be able to see the age of each other. The age of any microservice could have an influence on the evaluation of trust by other microservices.

How the age affects the evaluation of trust depends on the context and how the designers want the system to behave. For the proposed Blog, the older the service the more trusted it is. The reason for this is, older services are still in the system because they have not exhibited any malfunctions that required replacing them, moreover it is a sign that the microservice is handling its task well. So an older age means a better evaluation of trust.

It is worth noting that the same principle may not apply to other applications. Some designers may prefer newer microservices over older ones since they might be more up-to-date. In such case, the evaluation of trust could be higher if the task is new. On the other hand, the evaluation of trust could be low if the microservice is old.

When two microservices are about to interact with each other and they are still evaluating the trust about one another, they will be able to see when was the last time each microservice has a successful interaction with other microservices. A successful interaction means when a certain microservice had a good evaluation of trust by another one while it also evaluated well how much it trusts the other service. Not having a recent successful interaction means the service has failed in trusting other services or was not trusted by other services for long time. Such information will have negative effects on the evaluation of trust.

**Development origin**

Who developed the microservice plays a role in evaluating the trust of it. Some microservices would be in-house developed while others developed by third-parties. Microservices that are in-house developed will have a high rating. Additionally, those that are developed by well-known developers will also have a high rating. Whereas, microservices that are developed by other developers could have a lower rating. It all depends on how the designers of the application would like to give rating and what they consider trusted developers.

**Number of services**

When an interaction between two microservices fails. Then a lack of trust from one or the two involved microservices happened. In this case, the microservice that made the request must make another request for another service that handles the same task. When there are no more microservices available that can handle the request, then the standers of trust of this microservice must be lowered and it must trust the service that has an evaluation of trust as close as possible to what it originally demands. Failing to do so could mean that the request will never be fulfil, hence the original request made by the client of the Blog would be rejected. This scenario must be avoided especially for important applications such as online banking. When a user is trying to make a transaction online then it is not acceptable that his request was rejected.

### Context of Content trust

Now the main points of content trust have been laid out, developers of an application will have to decide themselves on how to use such system. For example, the mentioned points above can all have the same evaluation level. Meaning that all parts of the system will have the same weight when deciding on trusting a service or not. For instance: Highly evaluated indirect trust, would have the same effect as highly evaluated direct trust.

On the other hand, a different team of developers developing another application, could think differently. The way they would use the content trust mechanism is similar but with different weighting. For example: A highly evaluated indirect trust doesn’t have the same effect as a highly evaluated direct trust. Developers could think that for this particular application that’s being developed, past experience should have more effect than the evaluation of indirect trust. And this will be applied to the rest of the points in the system. Each point could have a different weight from the other. This will cause different results if two systems used the exact system of trust but had different weighting systems. Hence the trust relationships between involved entities will be different.

## Overall structure
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Figure ‎3.4: Overall structure

Figure 3.4 shows a possible structure of the proposed system. The system has the following parts:

* A frontend which consists of micro frontends
* Services
* One or more databases
* Content trust implementation
* Communication system between services

The Blog has a frontend that helps end users interact with it. The frontend consists of more than one part. Each part is called a micro frontend. Each micro frontend is a small independent application that can be deployed independently and even reused in other applications. Each micro frontend can be developed using different technologies and frameworks.

The user that is interacting with the frontend will not be able to notice any difference from interacting with a monolithic application. The frontend will appear to the user as if it is a one big frontend. Hence, it will be very hard for the user to tell where a micro frontend starts and where it ends.

Figure 3.4 shows services that have a direct contact with a database such as microservice 1. While other services do not have any contact with a database like microservice 2. Additionally, more than one service can have access to the same database such as microservice 3 and microservice 4. This simply explains that the system will have more than one database. The reason for this comes from the definition of a microservice that’s mentioned in the second chapter. Each microservice is an independent unit that can be deployed independently. As a result, some services will have their own small database. The microservice itself as well as the database can be reused in other applications.

A content trust implementation is also proposed. This system will help microservices evaluate the trust of each other. In other words, the content trust mechanism will help services make sure that they interact with other microservices that score the highest trust evaluation. Content trust is also represented in figure 3.4 and has a label to indicate to it.

A communication system among services is proposed to make sure that the application operate as it is supposed to. Each micro service in the Blog has an interface. This interface helps microservice to interact with other microservices. Therefore, services will be communicating with each other to handle user’s requests. Yet, communication will only happen after having both microservices evaluating the trust about each other. If the desired trust level is not reached, then communication may not take place and the involved microservices may look for other microservices that satisfy their desired level of trust.

![C:\Users\mpc\Downloads\content trust collaboration (5).png](data:image/png;base64,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)

Figure ‎3.5: Microservices collaboration

Figure 3.5 shows an abstract interaction between two microservices. At first a microservice must choose what other microservices it needs to make a call to. Once a microservice is selected then content trust evaluation should be calculated. This evaluation estimates how much this microservice trusts the other microservice. Each microservice has the ability to calculate its evaluation of trust about any other microservice. Once the evaluation of trust has been calculated, it should be estimated if it is sufficient or not. If it is sufficient then this microservice will make its call to the target microservice. The target microservice will start its own evaluation of trust about the microservice that sent her a request. If its evaluation of trust is sufficient then it will respond to the request that it has received from the other microservice.

This diagram shows that at any given time, any involved microservices will have to make an evaluation of trust about each other. Communication between those two microservices will continue if both of them have a sufficient evaluation of trust about each other.

# Implementation

The following pages will present details of the implementation of the Blog. The Blog is developed to show a demonstration of a website based on microservices architecture. Where its frontend is developed based on the micro frontends. And an implementation of content trust to help microservices have an estimation of trust of each other before any exchange of data.

The first section will talk about the implementation of the microservices. It will give an overview of how microservices are implemented. The second section will discuss the implementation of Content trust. It will show what microservices uses to evaluate the trust of each other and how the evaluation process happens. Last section, will discuss the implementation of micro frontends and will provide a brief overview of alternative methods to implement micro frontends in a web application.

## Implementation of microservices

Just like many other websites, the Blog has a backend and a frontend. Both sides are implemented using the microservices architecture concept. The backend of the Blog is composed of many small services, and each service implements one task.

Furthermore, the communication between microservices passes through content trust. This approach helps microservices evaluate the trust about each other and enable them to exchange information with other microservices that achieve the highest trust evaluation each time.

The following services implements the functionality of the backend:

* Registration
* Userid
* Usercheck
* Login
* Islogged
* Search
* Post
* Contact us
* Comment
* Duplication
* Validation
* Content Trust

Each service is responsible for serving one task once requested. There are services that serve the clients of the Blog. On the other hand, some services only serve other services and don’t have any interaction with the users or clients of the Blog.

Some of the services are replicated, where there will be more than one service handling the same task and has the same name. The reason for this is to distribute the load balance across more than one service. And also to make the content trust implementation more efficient.

These services are RESTful web services, meaning that they follow the standards of the Representational State Transfer (REST) architecture.

REST could simply be described in the following scenario where it involves a client and a server. On one side, the server is running a resource (files, database records…etc.) stored in the server. On the other side, a client that requests these resources. The client asks for a resource, basically the data. In the case of the Blog, the data mostly represents posts made by the users, comments, or user’s data. The client doesn’t care about how the data is stored on the server side (what technologies are used…etc.). What it receives from the server is a representational state of the data. JavaScript Object Notation (JSON) is a common format for resource representation in REST architecture.

JSON format has a key-value representation. For example, When the microservice sends the post back to the frontend, it could have the following format:

{

“title” : ”Lorem ipsum dolor sit amet, consetetur sadipscing elitr”,

“body” : ”Nonumy eirmod tempor invidunt ut labore et dolore magna aliquyam erat“

}

Listing ‎4.1: JSON format

In his famous PhD dissertation [47], Roy Thomas Fielding defines six constrains for REST architecture style. Those constrains are:

1. Client-Server
2. Stateless
3. Cache
4. Uniform Interface
5. Layered system
6. Code-On-Demand
7. Client-Server  
   As described in [47], seperation of the client and the server allows both sides to develop separately making the system loosely-coupled when it comes to the connection between the client and the server. Moreover, the client now has more portability where it can be a web application, a mobile application, or an application operating on any platform. As long as it respects the API offered by the server.
8. Stateless

The connection between the server and the client must be stateless as mentioned in [47]. The request made by the client must contain all the required information that helps the server to satisfies the request. Once the server replies to the request, no information will be stored on the server regarding this request. Any new request must contain all the relevant information, where the client doesn’t assume any knowledge the server could have from answering previous requests.

1. Cache

This constrain is added to improve network efficiency as described by [47]. When the server replies to a request and this reply contains data. This data should be noted as cacheable either explicitly or implicitly. The client cache could then use this data if it is cacheable for later requests.

1. Uniform Interface

Resources that are in the system and could be requested by the client must have one and only one Uniform Resource Identifier (URI). [47] defines four interface constrains, that are:

* Identification of resources
* Manipulation of resources through representations
* Self-descriptive messages
* Hypermedia as the engine of application state.

1. Layered system

This constrains means that the architecture is composed of hierarchal layers. Each component in a layer doesn’t have access to any layer beyond its adjacent layers [47]. This approach has a disadvantage as noted in [47] where it adds overhead and latency to the processing of data.

1. Code-On-Demand

This constrains allow the server to send a script or an applet to the client as part of the response [47]. This constrain improves system’s extensibility but reduces the visibility, hence it is considered optional by [47].

Each service in the Blog is built using Node.js, Express.js, and other modules that are different from one service to another. **Why Nodejs is choosen??** Node.js is a JavaScript runtime environment that can execute JavaScript outside the browser [48]. When Node.js is installed, Node Package Manager (NPM) will be installed too. NPM helps in adding modules to the application. One can think of modules as packages that can be installed or added to the application. Each module can do one or more tasks that helps making the development faster. It is basically reusable units that the developer can use to achieve certain task without having to rewrite new code to implement the same functionality.

Based on the literature review given in the second chapter and the concept of microservices provided in the third chapter, microservices are small independent unit, that can be deployed and reused when needed. Each service in the Blog is developed based on the concepts presented in the third chapter. Hence many services have their own database. As a result, the Blog uses more than one database to provide its services to clients. There can be more than one services have access to the same database. While other services don’t need to access any database.

The following pages will provide a closer look at some of the services implemented in the Blog. Many services share similar characteristics and have a similar overall implementation. hence, in case of similarity between two or more services, only one example of the implementation will be discussed. And at the end of the thesis, a complete list of the services, with their inputs, outputs and a description will be provided.

### Microservices details

**ContactUs**

This service provides the users with the possibility of contacting the admins of the Blog. Once the user submits a message to the admin, the message will then be stored in the database. This service has its own database. It provides only one API. This API helps the client to send a message to the service. The message must contain a name, an email, and the content of the message.

app.post('/contact', function(req,res)

Listing ‎4.2 ContactUs API

Listing 4.2 shows how the API is provided by the service. The API ends with ‘/contact‘ and starts with the address of the server and the number of the port that the service uses. This service contacts other services to make sure that users are not submitting invalid information. To contact other services ‘ContactUs‘ uses Axios to make HTTP calls. Axios is Promise based HTTP client for the browser and node.js [49]. Promise simply means the final result of the asynchronous operation will be produced in the future. Asynchronous method means the caller will not be blocked while waiting for an answer for its call. While HTTP stands for Hypertext Transfer Protocol. The result of the request could have one of three values: the request is fulfilled, the requested is denied or the request is still pending. A call-back function could be associated with Axios requests to handle the outcome of the request. In such case developers could check the result of the request in the call-back function and act accordingly.

Depending on the results, the service will either store the message in the database or inform the requestor of an error that happened via the result of the API call.

MongoDB is the selected database management system to help store data for services in the Blog. According to [50] MongoDB is a cross-platform document database. It is also known as Not Only SQL (NoSQL) database [51]. MongoDB uses the concept of key-value, where each document has its own auto generated ID. Documents are stored in collections. And a database can have one or more collections. Each collection has one document or more. The internal structure of documents inside collections can be different from one collection to another. In MongoDB, a JSON-like structure can be used where inside any given document, data can be stored in a key-value pair.

const Contact = mongoose.model('Contact',{

name :{

type: String,

required: true

},

email :{

type: String,

required: true

},

content :{

type: String,

required: true

}

});

Listing ‎4.3: Structure of contact document

Listing 4.3 shows the structure of a document that will be stored in the contact database. It has a JSON-like structure. It has attributes as well, for instance, if a certain field is required or not or if it has a default value.

{

"name": "Lorem ipsum",

"email": [ipsum@gmail.com](mailto:ipsum@gmail.com),

“content”: “Lorem ipsum dolor sit amet, consectetur adipiscing elit, sed do eiusmod...“

}

Listing ‎4.4: Contact data example

Listing 4.4 shows an example of how data can be stored in the Contact database. To retrieve the name, one should uses the key “name”. Same applies to the email and the content of the message.

**User Registration**

The microservice “Registration” is responsible for adding new users to the Blog. Any new user can simply submit their name, email and password and the “Registration” service will register the information and create a new user’s account if the provided information has no duplication of user’s email or any other errors.

Once the new user’s data has been submitted to the Registration service from the frontend, Registration service will validate the data to make sure that all inputs comply with the rules regarding the name, email and password. This is done by contacting another service to validate the inputs via a POST request. The next step is checking the input data against the data that’s already stored in the database. Service Registration will make a POST request to another service to check whether the user’s data is unique or not. In case a negative response came as a result for the previous request then user cannot be registered. Otherwise, user’s data will be inserted into the database and Registration service will send a response to the frontend to help it recognize the result of the initial new user registration request.

Registration service has its own database. It uses MongoDB as its database management system. Other services that checks for the uniqueness of the entered data also have access to the same database. Registration interacts with other services such as Validation to check for the validity of the input values, and Usercheck to check if the entered data already exists in the database or not. Services interact with each other via HTTP requests.

**Login**

Login microservice helps users to login to the Blog after they have been registered successfully. Essentially, the Login microservice takes email and password as its inputs, and based on this data the user is either logged in or not. Once the email and the password are submitted to the Login microservice from the frontend, the Login microservice will take those inputs and validate them by passing them to another service for validation via a POST request. If the entered values by user are valid email and password, then the Login service will check this data against the database. If a match is found then user is logged in, otherwise and error message is sent as a response to the request. Which then will be forwarded to the frontend to show the error message.

Logging the user in is achieved via JSON Web Token (JWT). Since REST architecture is stateless where being stateless is one of its six constrains [47] then session based authentication is not suitable for microservices application that uses REST architecture. The principle behind session based authentication is that once the user is logged in, the server will create a new session for the user/client, then it will send the session ID back to the user while keeping the session stored in the server. The client will then store the session ID in a cookie in the browser. With every request the user makes to the server, the cookie will be sent with the request. Once the server receives the request and the cookie, it’ll compare the session ID stored in the cookie with the session that the server has already stored internally. If both matches the user’s request is answered, otherwise, the request is declined.

In the Blog the chosen approach is JWT. Once the user sends a request to login, if the user’s data are valid and a match is found in the database, the *Login* microservice will create a JWT, signs it and sends it back to the client. JSW is created using a secret, that’s chosen by the server. Once the server sends the JWT to the client, no information is stored in the server about that token. Each token has a secret and expiry date.

Microservice Login uses “jsonwebtoken” package. This package can be installed with NPM using the command:

npm install jsonwebtoken

Listing ‎4.5: Installing jsonwebtoken using npm

Listing 4.5 shows how *jsonwebtoken* package can be installed from the command line using Node.JS Package Manager. This package helps in generating and signing the JWT before sending it to the client using the microservice Login.

To sign the token, one piece of data regarding the requesting user is required, in this case, the ID of the user is fetched from the database when a match is found with the input data that’s sent from the frontend. A secret is required; the server is free to choose any secret that is deemed valid by it. And finally an expiry date. This date will be associated with this specific token. Once this date is passed then the server will no longer accepts the token and user will be asked to login again.

jwt.sign({userID: doc.\_id, exp: expirationDate}, secret);

Listing ‎4.6: Generating a signed token

Listing 4.5 shows how a JWT is generated and signed using *jsonwebtoken* package. Once this token is ready, then it is sent back to the client as a result of the request made to *login* microservice. A JWT could have the following shape:

eyJhbGciOiJIUzI1NiIsInR5cCI6IkpXVCJ9.

eyJzdWIiOiIxMjM0NTY3ODkwIiwibmFtZSI6IkpvaG4gRG9lIiwiYWRtaW4iOnRydWV9.

TJVA95OrM7E2cBab30RMHrHDcEfxjoYZgeFONFh7HgQ

Listing ‎4.7: Generated JWT [52]

Listing 4.7 shows an example of what JWT would look like after it has been generated.

**Comment**

This service allows the user to make a comment about a specific post. The user doesn’t need to be logged in, in order to submit a comment. The *Comment* service takes name and email as an input from the user. In addition to the ID of the post which is submitted by the responsible micro frontend to the microservice. *Comment* microservice is also protected by many other microservices to help to protect the database from duplicated comments or bad input from the user. Moreover, *Comment* service has its own database, and all submitted comments will be stored in this database.

**Search**

This service helps the user to search the posts for a specific term. It also calls other microservices to validate the input that it receives from the frontend.

## Content trust implementation

In order for the content trust implementation to work, several properties and features must exist to help microservices evaluate the trust about each other. One database will exist to serve the implementation of content trust. This database will be using MongoDB as its Database management system. It will have two collections:

* Services
* Relations

The collection *Services* will store data about the different microservices that operate in the Blog, this data includes:

* ID of the microservice
* Name of the microservice
* The port of the microservice
* Sensitivity of the microservice
* Development source
* Start date of operation
* Number of interactions
* Number of successful interactions
* Number of failed interactions
* Date of last successful activity

Each microservice will be registered in the database and for each registered microservice there will be an ID associated with it. Each ID is generated by the application automatically for each registered microservice.

The name of the microservice will also be stored in the database. Microservices that offer the same type of services will have the same name. This name will help other microservices in choosing what microservices they want to call.

Sensitivity of the microservice will also be stored in the database. This sensitivity comes from the nature of the task each microservice performs. For example, microservices that handle clients’ logins have a higher sensitivity than microservices that handle bringing comments from the database to the frontend. Essentially, sensitivity of the microservices has three classes:

* High
* Medium
* Low

This classification helps microservices in deciding the minimum requirements for trust evaluation. When two tasks are evaluating their mutual trust, if one of them has a sensitivity classification of low while the other has a classification of medium then their tolerance level will be different from each other. The one that has a classification of low could be trusted even if its evaluation was not considered high. On the other hand, the microservice with the medium sensitivity classification could not be trusted if its evaluation was considered low.

Development source refers to the developers of the microservice. In this case, for simplicity, it will have only two cases, either in-house, or a third-party. The source of the development will affect the trust evaluation based on the value it has. If the microservice has an in-house value, then the effect will be positive. Otherwise, this field will affect the evaluation of trust negatively. Source of the development could be extended to have more than two values. A classification could be given to the developers of each microservice. If the source can be trusted, then this will be reflected as a good value that will affect the trust evaluation positively. If the source is not well known, then it will be reflected as a value that will affect the trust evaluation negatively. This is flexible and depends on how specific the designers of the application want to be. In the Blog, only two values will exist for simplicity and because microservices are all developed by one source, yet some microservices registered as a third-party for testing and evaluation purposes.

The starting date of operation will also be stored in the database for each service. This will help to calculate the age of each microservice. The content trust implementation for the Blog will consider if a microservice has an old age then its trust evaluation will be more positive than if it has a young operation age. Basically, this is a design decision and depends on the context of where the content trust implementation is being used. In other cases, a young operation age could be considered better than an old operation age.

The number of interactions with other microservices for any microservice can help in evaluating the trust. Moreover, the number of successful interactions that each microservice has can also help in evaluating the trust of a certain microservice. The bigger the number, the better the trust evaluation will be. On the other hand, the number of failed interactions can also play a role when evaluating the trust of a microservice. When the number of failed interactions is high then the trust evaluation will be affected negatively.

On the other hand, the collection *Relations* stores the following information:

* The ID of the microservice
* The evaluation given by other microservices to this microservice

*Relations* will have an array of objects, and each object has a key-value pair. Each object contains the port of one microservice as a key and an evaluation of trust as a value. For any microservice, all other microservices will be mentioned in this array. So the ports in the array each represents one microservice. While the values in the array each represents the trust evaluation given by the different microservices. So for each microservice there will be one document in the *Relationships* collection. Those trust evaluation represents the overall trust evaluation that this microservice gained from interacting with other microservices. If the value is null, then no previous interaction between those two microservices happened in the past.

When one microservice wants to make a request to another microservice, first, it must search the *Services* collection to find all the microservices that offer that services it is looking for. Once it gets a list containing microservices identifiers, it chooses one of them randomly. Each service wants to initiate a call with another microservice will send the name of this service to the *content trust* microservice and waits for an answer that contains the port of the microservice that has the highest evaluation of trust for this interaction.

Service.find({name: req.body.serviceName }).then( services =>{

Listing ‎4.8: Service discovery

Listing 4.8 shows how *content trust* microservice will look for all the services that matches the name it received from the calling service. All the services found will be stored in an array. This array will contain objects and each object contains the port of the service and its name as shown in listing 4.9.

svs.push({port:services[i].port,name:services[i].name});

Listing ‎4.9: List of matches

A random microservice is chosen from this array to start evaluating its trust. Once a service is chosen, its index in the array of services will be stored so it doesn’t get to be selected again if its trust evaluation is insufficient and another service must be chosen. The reason for randomly choosing a service is because if services are selected in the order they are found in the database then the first microservice that meets the minimum required evaluation will always be selected. Additionally, its trust evaluation will be enhanced each time while other microservices will never be selected.

Since for each service, its name and port will be stored in a list, the port will be used to get the data of the selected service from the *Service* collection. The port for each service is unique and no two services share the same port. Once this data is obtained, it will be pushed into an array to help with the evaluation later.

sdata.push({\_id:data.\_id,name:data.name, port:data.port, source:data.source,

sensitivity:data.sensitivity, startdate:data.startdate,

lastsuccess:data.lastsuccess, interactions:data.interactions,

successful:data.successful, failed:data.failed});

Listing ‎4.10: Storing service's data

Listing 4.10 shows how the obtained data from the *Service* collection will be stored in the array *sdata* that stands for *service data* for the evaluation.

The next step is to bring all the trust evaluation that other microservices have about the service in concern. This is done by querying the *Relation* collection in the database.

for(v=0;v< retn.services.length;v++){

var key="trust"+c;

if(retn.services[v].port==selfPort)//if the port matchs the port of the service

{

key="strust"; //then this is the direct trust value

sTrustIndex=v;//send the index of the direct trust/self-trust

}

else

c++;

sdata.push({[key]:retn.services[v].trust})

}

Listing ‎4.11: Storing trust evaluations

Listing 4.11 shows how the *content trust* service stores the trust evaluation of the microservices. It loops through all the data available in the *Relation* connection for the selected microservice. It then pushes the trust into the *sdata* array. While pushing the trust values it must detect the previous direct trust. This trust is stored in the last interaction the two microservices did. It also must store the index of the direct trust in the array of trusts that is stored in the *Relation* collection.

*sdata* now has two types of data, the first one is the data obtained from the Service collection, this data is now one object in the *sdata* array. The second one is the trust values obtained from the *Relation* collection. Each trust is now an object by itself in the array. In order to process all the values stored in the *sdata*, they must all be combined in on object. Since having many objects in the array will make it hard to reach the required data automatically.

acc=sdata.reduce( function(acc, x) {

for (var key in x) acc[key] = x[key];

return acc;

}, {});

Listing ‎4.12: Organising the obtained data

Listing 4.12 shows how the data can be combined in one object and stored in the *acc* array. *acc* stands for accumulated, as in the data that has accumulated so far after all the queries and processing.

The next step is to start evaluating the data. First it checks the difference between the successful and the failed interactions. Depending on how much the difference is and whether it is positive or negative, a value will be added to the final trust. If it is negative five points are deducted from the trust, if it is positive and the difference does not exceed 10, then two points are added, otherwise five points are added to the final trust.

Later, the Development Source of the microservice will be interpreted as values between one and ten. The Development source in this case can either be in-house, or third-party. In-house will be evaluated to ten while third-party will be evaluated to five.

The next step is calculating all the trust values evaluated by other microservices, basically, the reputation-based trust. Then the previous direct trust is also added to the final trust. Once all the required values are added to the final trust, this value must be rounded to be in the range 0 to 10. This can be done in several different ways and each way will have an impact on the final evaluation of the trust. These methods will be discussed in the chapter of evaluation which is the next chapter to see how the final evaluation of trust can be affected according to the algorithm used to process all the data in hands.

The very final step is to check if the final evaluation of trust is sufficient or not. This is done be comparing the final trust with the sensitivity of the concerned microservice. The final evaluation of trust will be a value between zero and ten. If the value that’s obtained bigger than ten, it will be considered ten. And if the value is smaller than zero, it will be considered zero.

The required evaluation of trust for each microservice depends on the sensitivity level for each microservice and is as follows:

|  |  |
| --- | --- |
| Sensitivity | Sufficient Trust |
| Low | 1-3 |
| Medium | 4-7 |
| High | 8-10 |

Table ‎4.1: Sufficient trust evaluation for each sensitivity

Depending on the value each microservice has it will be decided if the other microservice will trust it or not.

When a microservice evaluate the trust of another microservice less than the sufficient level then the *content trust* microservice will do all the steps again but with another microservice that will be chosen from the list of the available microservices that it has obtained earlier. In case all the microservices fail to have sufficient trust then the microservice with the highest evaluation among all will be selected.

Once a sufficient evaluation of trust is available, the port of the microservice that scored this evaluation is sent to the requesting microservice. Then *content trust* microservice will start writing data back to the database. It will increase the number of interactions for all the microservices that an evaluation of trust has been made, then it will increase the number of failed interactions for all the microservices that failed to score sufficient trust. And finally, it will increase the number of successful interactions for the microservice that scored sufficient trust. Moreover, it will store the current date in the last successful activity in the *Service* relation.

## Micro frontends implementation

Micro frontends are small applications that form togeher the final frontend. Each micro frontend is an independent application that handles parts of the functionality of the frontend. There are different methods and technologies that can be used to implement micro frontends this includes:

* Single SPA
* iFrame
* Web Components

Discussing and comparing all the possible methods of creating micro frontends is outside the scope of this thesis. A brief overview of some of these methods will be presented as well as a detailed discussion of the used method to implement micro frontends for the Blog.

**Single SPA**

Single SPA framework helps in putting together applications developed in different JavaScript frameworks in one application. Basically, it makes it possible to divide the frontend into units and a assign each unit to a different application. Single SPA is the method that is used to implement micro frontends of the Blog, more detailed discussion about it will be provided.

**iFrame**

Stands for inline frame works in a way that enables developers to include an HTML document inside another one. The biggest drawback of iFrame is that it provides complete isolation for the included document. For example, if a parent HTML document includes four HTML document children, there will be no communication between any two given HTML children. Furthermore, no communication will also exist between the parent file and any child file. As a result, each included HTML file will be an isolated one and any data exchange or events that should be sent from one frontend to another will not take place.

The concept of iFrame is simple and implementing it is a matter of one line of code but it violates at least one of the requirements of the microservices architecture. Where each micro frontend should be able to interact with other micro frontends. Moreover, iFrame does not work well when trying to implement a responsive frontend design, thus micro frontends that use iFrame could end up rendered badly on a mobile device.

**Web Components**

Helps in creating reusable elements that can be used in an HTML document. Essentially, it helps in creating web applications in a modular way. Each application can be divided into smaller units and each unit can be written as a web component. Each web component is a reusable entity, and thus it can be reused many times in the same web application. Additionally, web components can also be reused among different web applications. In simple words, the concept of web components helps in creating custom HTML tags that encapsulate the functionality and the styling thanks to features such as shadow DOM and ES module.

Passing data from one component to another can be done via the properties of each component. Each component can have a set of properties that help in making the component more customizable. And when reusing a component, its properties can be adjusted to suit its new context.

Web components are not yet fully supported by all the widely used web browsers. According to [51] Safari web browser from Apple does not support all web components features, while Microsoft Edge browser support is being implemented now.

### Blog micro frontends

The functionalities of the frontend of the Blog are divided among eight applications. Each application is an independent one and can be deployed to operate autonomously or in another micro frontends-based application. The eight apps are:

* Navbar
* Home
* About
* ContactUs
* Register
* SignIn
* SignOut
* New post

These apps collaborate together to form the final product to the end-user. At any given time, two apps will be rendered simultaneously in the browser. The Navbar application will always be present at the top of the web page, and another app will be present in the body of the page depending on the context and what the end-user is doing. Single SPA library is used to help implement the concept of the micro frontends.

in order for Single SPA to be able to combine different applications into one frontend, it needs the source code of each application, an index file that has place holders for each application and a configuration file. This file will help to register each application in the Single SPA library and points to its entry [52].

Accordingly, the frontend folder consists of the following:

* A source folder that contains eight folders, and each folder belongs to an application.
* An index.html file that contains placeholders for each application
* A single-spa.config.js where applications can be registered with the Single SPA library, moreover, this file helps Single SPA to know the starting point of each application.
* Package.json for the dependencies, settings and Webpack server.

To register an application in the Single SPA the function *registerApplication* must be called. This function takes three arguments:

* Name: the name of the function
* Loading function: Asynchronous call to load the application
* Activity function: basically, this depends on whether the application is active or not and could return True or False accordingly.

registerApplication('navBar', () => import ('./src/navBar/navBar.app.js').then( module => module.navBar), () => true);

Listing ‎4.13 Registering Navbar application

Listing 4.13 shows how Navbar application is registered in the Single SPA library.

Applications in Single SPA have the following lifecycle: Bootstrap, mount, unmount and unload. Each application must implement all the functions of the lifecycle except the unload which is optional [53].

Implementing the lifecycle of each application depends on the framework that was used to develop the application. For applications developed with ReactJS a simple implementation can be like:

const reactLifecycles = singleSpaReact({

React,

ReactDOM,

rootComponent: Home,

domElementGetter,

})

export const bootstrap = [

reactLifecycles.bootstrap,

];

export const mount = [

reactLifecycles.mount,

];

export const unmount = [

reactLifecycles.unmount,

];

Listing ‎4.14: Implementing Single SPA lifecycle

Listing 4.14 shows the implementation of Single SPA lifecycle for an application developed with ReactJS. The base component of the application is specified as *Home.* Once the implementation is done, Single SPA must know where to mount the application. For this, a place holder must exist in the index.html file, and it will be specified using the *domElementGetter* function as listing 4.15 shows:

function domElementGetter() {

return document.getElementById("home")

}

Listing ‎4.15: Specifying the placeholder of the application

Every application in the Single SPA library must follow the previous steps in registering the application, implementing the lifecycle and finally specifying its placeholder.

One drawback of Single SPA is that it does not offer a way of communication between micro frontends. Each micro frontend is not isolated from the other as there is already a way to send events from one micro frontend to another but exchange of data is not possible till this moment. Micro frontends in the Blog need to exchange data. One example of such need is when the user logs into the Blog then all the micro frontends must be notified. The name of the logged in user also must be exchanged between few micro frontends. Moreover, the behavior of the micro frontends could change depending on whether the user is logged in or not. When the user logs in, a JWT is sent back to the *sign in* micro frontend. Later when the user wants to create a new post, this JWT must be used by the *new post* micro frontend when sending the request to the responsible microservice. JWT must sent from the *sign in* micro frontend to the *new post.*

One way to overcome this challenge is by using cookies as a mean of data exchange between the micro frontends. When the user logs in, and after receiving the JWT, a new cookie will be created. This cookie will contain the name of the logged in user and the received JWT. When other applications that are concerned of whether the user is logged in or not are loaded, they check for the existence of this cookie. If it exists and contains a name and a JWT, then the user is logged in and they act accordingly.

For example, when the user logs in and the *sign in* application receives the JWT, a cookie will be created using the following script shown in listing 4.16:

date.setTime(date.getTime() + (min \* 60 \* 1000));

document.cookie = "jwt" + "=" + response.data + "; expires=" + date.toGMTString();

document.cookie = 'email' + "=" + this.state.email + "; expires=" + date.toGMTString();

Listing ‎4.16: Setting a cookie

Other micro frontends can now read the values of those two cookies and act accordingly. When *new post* micro frontend wants to send a new post to the backend, it first reads the JWT from the responsible cookie and sends it along the request to the backend:

var headers = {

"Content-Type": "application/json",

"Authorization": "Bearer " + this.getCookie('jwt')

}

Listing ‎4.17 Reading JWT from the cookie

After obtaining the JWT, the *headers* variable can be sent now with the request to be processed by the backend. It is better to make the validity of the cookie equal to the validity of the JWT received from the backend, so that the frontend will ask the user to log in back again when the JWT is not valid anymore.

With this, the implementation of the Blog is finished. The Blog uses microservice architecture for its backend, micro frontends for its frontend while offering a content trust implementation between the various microservices of the Blog. Next chapter will present an evaluation of the implemented Blog.

# Evaluation

This chapter will provide an evaluation of the content trust mechanism and how a full- stack microservices application operates with a content trust implementation. At first, the evaluation will assist how much the proposed concept respects the requirements of microservices architecture, it will check the requirements against the implementation for both, the backend and the frontend. Secondly, the content trust implementation will be evaluated, tests will be run to analyze the output and checking of whether the content trust is selecting the microservices that score sufficient trust or not.

## Microservices and micro frontends evaluation

For the evaluation of microservices and micro frontends, the following scenario is presented: The development team is asked to add a new functionality to the *Post* microservice, additionally, another microservice is also asked to be replaced by a completely new one where the internal design of this new microservice is completely different from the old one. This scenario will help in checking the concept and the design of the microservices against two requirements that are: Replicable and Respect Interface.

## Content trust evaluation

For content trust evaluation, the following scenario is proposed: The development team of the Blog will implement some of its microservices and will also depend on third-parties microservices to fulfil other functionalities of the Blog. Thus, several microservices will be introduced to the Blog as if they were developed by third-paties. For this assumption to work, the registeration of microservices in the *Trust* database will give each one of these microservices the value of *out* for their source of development. This value indicates that the concerned microservices are not developed by the original development team of the application.

The evaluation environment is a PC with 4 GB of RAM memeory, i3-CPU with 1.70 GHz, x64-based processor with 64-bit Windows 10 Operating System.

The formula of the calculating the trust maybe should be shown

Several tests will be run to extract information about how the content trust mechanism reacts and evaluates services that are developed by third-parties. In real world scenario, microservices could be developed by more than one thrid-party, and thus each development source could carry a different weight when evaluating the the trust for each service. For the situation in hand, microservices are assumed to be developed either by the original development team and in this case they will have the value *in* as a development source in the *Trust* database. The second possibility is that they will have the value *out* to indicate that they were developed by a third-party. Of course, different weights are given depending on the development source.

Additionally, the test will try to run using different evaluations formulas:

* Direct trust will carry a double weight compared to the indirect trust while using only non-zero relations.
* Direct trust and indirect trust will have the same weight while using only non-zero relations.
* Number of services will be composed of all the available services while direct and indirect trust have the same weight
* Number of services will be composed of all the available services while direct trust is weighted double the weight of indirect trust.

The three services have the following properties:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Name | source | Last success | No. Interactions | No. Successful | No. Failed |
| S1 | In | 10-02-2019 | 10 | 6 | 4 |
| S2 | Out | 19-01-2019 | 10 | 4 | 6 |
| S3 | Out | 16-01-2019 | 10 | 6 | 4 |

Table ‎5.1: Microservice trust properties

Non-zero relation means that microservices that had a previous experience of interacting together. When their direct trust contains a non-zero value it means that a previous interaction took place between the two concerned services. For the evaluation process and in case of using the number of all available services, the final sum of trust will be divided by the number of all available services regardless of never having a direct trust before. Whereas, in case of non-zero relation, the final sum of trust will be divided by only the number of services that have a previous interaction with the concerned microservice.

For simplicity, the test will run with having one service that is in-house developed and two additional services that are assumed to be developed by third-parties. Each API call will be repeated 100 times and the call will be considered finished when a value is returned.

**Number of services holds all the services in the Blog while direct trust has the double weight of the indirect trust:**

|  |  |  |
| --- | --- | --- |
| Service | No. Success | No passes |
| In-house S1 | 100 | 100 |
| Third-party S2 | 0 | 100 |
| Third-party S3 | 0 | 100 |

Table ‎5.2: Test-run 1

When the average evaluation of the trust is divided by the total number of available services in the Blog, no service will score sufficient trust, and content trust mechanism will evaluate all the available services for each call. Selected services are the ones that scored the highest possible trust. In every case it was the service that is in-house developed.

**Number of services holds all the services in the Blog while direct trust and indirect trust have the same weight:**

|  |  |  |
| --- | --- | --- |
| Service | No. Success | No passes |
| In-house S1 | 100 | 100 |
| Third-party S2 | 0 | 100 |
| Third-party S3 | 0 | 100 |

Table ‎5.3: Test-run 2

All the services failed in scoring sufficient trust. *Content trust* microservice had to repeat the call until all the possible microservices were selected. In each case, the in-house service was selected because it scored the highest trust among the group of the services. The reason for this is because its successful interactions were the highest among the three services.

**Number of services contains only non-zero trust while direct trust and indirect trust have the same weighting:**

|  |  |  |
| --- | --- | --- |
| Service | No. Success | No passes |
| In-house S1 | 100 | 100 |
| Third-party S2 | 0 | 28 |
| Third-party S3 | 0 | 39 |

Table ‎5.4: Test-run 3

In-house developed service was able to score sufficient trust each time it was selected by the *Content trust* microservice. The two third-party services were never able to achieve enough trust every time they were selected. *Content trust* microservice sometimes would select the in-house service at first which resulted in substantial decrease in number of repeated evaluation.

**Direct trust has double weight of the indirect trust while using only non-zero relations:**

|  |  |  |
| --- | --- | --- |
| Service | No. Success | No passes |
| In-house S1 | 27 | 27 |
| Third-party S2 | 44 | 44 |
| Third-party S3 | 29 | 29 |

Table ‎5.5: Test-run 4

Microservice 2 which is a third-party developed microservice was able to score enough trust each time it was selected. Same applies to microservice 3. Additionally, microservice 1 which is in-house developed also was able to achieve enough trust each time it was selected.

In general, many factors can affect the formula of the trust evaluation, whenever the components of the formula change the results will change. Giving each factor in the formula the same weight put microservices that are in-house developed in an advanced position compared to the other services. Moreover, giving extra weight for the previous direct trust gives microservices, that were successful in the past, an additional advantage over other microservices or new ones that never made successful interactions. This flexibility of the results can be good as it gives developers more freedom to fine-tune the implementation of content trust to suit their needs the best. On the other hand, such flexibility gives results that are hard to predict, thus developers need to put more time on testing and verifying the behaviour of the content trust implementation. The formula needs more research until it reaches a stability where it can reflect better the nature of the microservices involved.
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#### Bezeichner für Anhang A

##### Bezeichner für Anhang A.1

<xml>

<element id=”guid”>example</element>

</xml>

Listing ‎0.1 Mit Alt+ F9 bearbeiten (hängt von Heading 4 statt von 1 ab)

# Glossary

Glossarbegriff

Im Glossar können ausgewählte Begriffe genauer definiert werden…

HTML

Bei HTML (Hypertext Markup Language) handelt es sich um eine Auszeichnungssprache …

# Index

**No index entries found.**

Selbstständigkeitserklärung

Hiermit erkläre ich, dass ich die vorliegende Arbeit selbstständig angefertigt, nicht anderweitig zu Prüfungszwecken vorgelegt und keine anderen als die angegebenen Hilfsmittel verwendet habe. Sämtliche wissentlich verwendete Textausschnitte, Zitate oder Inhalte anderer Verfasser wurden ausdrücklich als solche gekennzeichnet.

Chemnitz, den 26. February 2019

[Comments] [Author]

TODO: Es wird empfohlen die offizielle Selbständigkeitserklärung des ZPAs zu verwenden: [http://www.tu-chemnitz.de/verwaltung/studentenamt/zpa/formulare/ Allgemein/allgemein/selbststaendigkeitserklaerung.pdf](http://www.tu-chemnitz.de/verwaltung/studentenamt/zpa/formulare/%20Allgemein/allgemein/selbststaendigkeitserklaerung.pdf)

Für weitere Hinweise siehe Abschnitt ‎2.14 „Die Selbstständigkeitserklärung“